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Abstract—GPS sensors embedded in almost all mobile devices and vehicles generate a large amount of data that can be used in both practical applications and transportation research. Despite the high accuracy of location measurements in 3-5 meters on average, this data can not be used for practical use without preprocessing. The preprocessing step that is needed to identify the correct path as a sequence of road segments by a series of location measurements and road network data is called map matching. In this paper, we consider the offline map matching problem in which the whole trajectory is processed after it has been collected. We propose a map matching algorithm based on a dynamic programming approach. The experimental studies on the dataset collected in Samara, Russia, showed that the proposed algorithm outperforms other comparable algorithms in terms of accuracy.

I. INTRODUCTION

Widespread deployment of Global Positioning System (GPS) provides a large amount of data describing movement trajectories of pedestrians, bicycles, vehicles, etc. The trajectories are observed as a sequence of GPS records. Each record usually contains ID, latitude and longitude of the GPS sensor and timestamp of the record. GPS sensors usually provide location data with high accuracy up to 5 meters on average, but in some cases, the measurement errors can be much higher, especially in the urban environment. In any case, to use the GPS data in many practical applications and transportation research we first need to perform the preprocessing step that is called the map matching process. Map matching algorithms are applied to identify the correct path as a sequence of road segments by a series of location measurements (GPS records) and road network data. Processed trajectories are an important data source for intelligent transportation systems that can be in such applications as traffic estimation and prediction [1], [2], traffic modelling [3], developing navigation services, user preferences elicitation and training of transportation recommendation systems [4], [5], and so on.

As mentioned earlier, the GPS-trajectories have measurement errors because of multiple factors: atmospheric phenomena, interference from ground-based radio sources, high-rise urban development, vegetation, imperfect hardware and the embedded processing algorithms, and others. We considered a large number of GPS tracks collected by several mobile devices and identify several typical errors:

1) Large geolocation error. The GPS sensor gives several records with the measurement error significantly higher than the usual 3-5 meters.

2) Large time gaps. The GPS sensor does not provide any data for a long time. There are gaps in the track in several minutes or more between high-quality recorded fragments.

3) Continuous deviations from the ground truth path. The GPS sensor for a long time provides coordinates with a low error, the track line looks smooth, however, the deviation of the track line from the true path is several times higher than the average measurement error.

4) Loops when stopped after fast movement.

Given the above measurement errors, the map matching process can be quite challenging. As a result, a number of map matching algorithms have been developed to solve this problem. The algorithms can be categorized by different criteria. In this paper, we consider the online/offline classification. Online map matching methods [6], [7], [8] process positions when the trajectory is still collecting. Offline map matching methods [9], [10] compute the path after the whole trajectory has been collected. In this paper, we consider the offline map matching problem.

Classification and comparative study of map matching algorithms were presented in [11]. In [12], the authors reviewed existing map matching algorithms with the aim of highlighting their qualities, unresolved issues, and provide directions for future studies. The algorithms were compared with respect to positioning sensors, map qualities, assumptions, and accuracy.

In [13], the authors developed a topological point-to-curve map matching algorithm integrated with a Kalman filter. A local incremental algorithm that matches consecutive portions of the trajectory to the road network was proposed in [14]. Weighted-based topological map matching algorithms was proposed in [15], [16]. In [16], the authors integrated raw measurements from GPS, dead-reckoning sensors, and a digital elevation model using an extended Kalman filter in order to increase the accuracy of the map matching process.

In later works, advanced map matching algorithms was proposed. In [17], [18], the authors discussed the possibility of applying Hidden Markov models (HMM) in map matching.
algorithms. In the proposed methods, the authors used HMM to find the most likely road route taking into account the measurement noise and the layout of the road network. In [19], the authors proposed a feature-based map matching algorithm that estimates the cost of a candidate path based on both GPS observations and a behavioral model. In [9], the authors presented a map matching algorithm based on Dijkstra’s shortest path method that is applicable for large scale datasets. The authors focused on reducing the computational complexity of the algorithm. In [20], the authors also concentrated on designing efficient and scalable map-matching algorithms. They presented an algorithm integrating hidden Markov model with precomputations techniques.

Despite the large number of papers devoted to the map matching problem, the proposed solutions do not allow achieving high accuracy or, in some cases, can not find the correct path at all. In this paper, we focus on developing the map matching algorithm that allows us to identify the correct path with high accuracy. The proposed algorithm consists of two steps: calculating the shortest paths and estimating the paths using a dynamic programming approach.

The paper is organized as follows. In Section II, the main notation and problem statement given. The proposed map matching algorithm with the dynamic algorithm of the shortest path assessment are presented in Section III. Section IV describes the experimental setup and results of experimental studies. Finally, we give a conclusion and possible directions for further research.

II. PROBLEM STATEMENT

A road network is represented as a directed graph \( G = (V, W) \), where \( V \) is the set of nodes that represent road intersections, \( W \) is the set of edges denote road segments. Each node \( v \in V \) has the coordinates \( (x_v, y_v) \). Each edge \( w_{ij} \in W \), \( i, j \in V \) is described by the tuple:

\[
\begin{align*}
\mathcal{w}_{ij} &= (l^w, v_{\text{max}}^w, X^w),
\end{align*}
\]

where \( l^w \) is a length of the road segment \( w \), \( v_{\text{max}}^w \) is the maximum allowed speed, \( X^w \) is the geometry of the road segment \( w \) presented as a set of points.

Define a GPS trajectory as the set of GPS records obtained during the observation:

\[
\{\pi_i, t_i\}_{i=0, I-1},
\]

where \( I \) is the number of GPS records, \( \pi_i = (x_i, y_i) \) is the coordinates of the tracked objects (latitude and longitude), \( t_i \) is the timestamp of \( i \)-th GPS record.

Define the ground truth path \( P \) as the sequence of the edges (road segments) that was traversed by the vehicle during the observation.

Given the introduced notation, the map matching problem can be formulated as follows:

**Given a graph** \( G = (V, W) \) **and a GPS trajectory** \( \{\pi_i, t_i\}_{i=0, I-1} \) **find the ground truth path** \( P \) **traversed by a vehicle in a road network.**

III. PROPOSED APPROACH

A. Map Matching Algorithm

The proposed map matching algorithm can be described as a sequence of the following steps:

1) Determine the start and end nodes by the coordinates of first and last GPS records.
2) For all edges \( w \in W \) located at a distance to the GPS records not exceeding \( R = 100 \) meters, the edge weight is set using the following equation:

\[
\varphi(w) = \left(1 - \frac{1}{K} \sum_{k=0}^{K-1} \exp \left(-\alpha \|\pi_k - \pi^P_k(w)\|^2\right)\right) l^w
\]

where \( K \) is the number of GPS records matched with the edge \( w \), \( \pi^P_k(w) \) are the coordinates of the matched GPS record, \( \pi_k \) is the coordinates of the GPS record projection on the edge \( w \), \( \alpha \) is the coefficient.

3) In the graph with the edge weights set as described above, the shortest path is searched from the start to end node corresponding to the first and last GPS records.
4) The found shortest path is estimated using a dynamic algorithm described in subsection III-B.
5) The algorithm for sequential removal of edges from the path is performed.

**Input data:** path, assessment of the path, graph. For an edge from the list of path edges:

a) The edge is removed from the graph.
b) The shortest path search from the start node of the removed edge to the end node is performed. If there is no such path in the graph, go to step e).
c) The resulting path is estimated using a dynamic algorithm.
d) If the resulting assessment is greater than the assessment of the original path, then save the resulting path to the list of best paths;
e) Restore the deleted edge and move on to process the next edge.

**Output data:** the path from the list of best paths, select the path with the maximum assessment value, or an empty path if the list of best paths is empty.

6) The algorithm for sequential removal of edges runs in a loop until an empty path is returned. The last non-empty path will be a solution of the map matching algorithm.

In order to reduce the impact of typical errors in the GPS records, the path assessment in the algorithm for sequential removal of edges is calculated by the following quality criterion:

\[
J^* = \begin{cases} 
J_{p,\text{curr}} - \gamma (p_{\text{cur}} - p_{\text{base}}), & J_{p,\text{curr}} - J_{p,\text{base}} > 0; \\
J_{p,\text{cur, otherwise}}, & 
\end{cases}
\]
where $J_{p, \text{cur}}$ is the current path assessment, $J_{p, \text{base}}$ is the base path assessment, $l_{p, \text{cur}}$ is the current path length, $l_{p, \text{base}}$ is the base path length, and $\alpha$ is an empirically selected coefficient.

In the next subsection, we describe the algorithm for the reconstructed path estimation.

**B. Dynamic Algorithm for Reconstructed Path Estimation**

As a criterion for the reconstruction quality, we use the following:

$$J_p = \sum_{i=0}^{l-1} \exp \left( -\alpha \| \pi_i - \pi_p^0 \|^2 \right).$$

We need to match the points $\{\pi_i, t_i\}_{i=\gamma, \pi}$ with the path $p$. Firstly, we discretize the path into $N$ points with the discretization step $\Delta = 2$ meters: $p(n) = \pi^p_{n+p}, p = 0, N-1$. Next, we calculate $I$ arrays of proximity similarities between the point $\pi_i$ and the path $p$ as:

$$\varphi_i(n) = \exp \left( -\alpha \| \pi_i - p(n) \|^2 \right).$$

The optimization problem is to find the sequence

$$n(i)_{i=0, T-1} : \sum_{i=0}^{l-1} \varphi(n(i)) \rightarrow \max.$$

The main recurrence relation (for the dynamic programming algorithm) has the following form:

$$\max_{n(i)} \sum_{i=0}^{l-1} \varphi_i(n(i)) = \max_{n(i)=n(n-1), N} \left[ \varphi_i(n(i)) + \right. \left. \max_{n(i) \leq n(u)} \sum_{i=0}^{l-1} \varphi_i(n(i)) \right].$$

Introduce the additional notations. Let $\tilde{\varphi}_i(n)$ be the maximum integral similarity:

$$\tilde{\varphi}_i(n) = \max_{n(i): i \leq j} \sum_{i=0}^{j} \varphi_i(n(i)).$$

Let $\pi_i(n)$ be the list of point positions.

The dynamic programming algorithm to solve the recurrence relation can be described as follows (Algorithm 1).

The result path assessment and the list of point positions are stored in $\tilde{\varphi}_0(0)$ and $\pi_0(0)$. Using this path assessment, the best path by the specified criteria will be selected in the map matching algorithm.

**IV. EXPERIMENTS**

Experimental studies of the map matching algorithms were carried out for a large-scale transportation network of Samara, Russia, consisting of 47274 road segments (edges) and 18582 nodes. As a source dataset, we used 20 manually collected tracks recorded by two mobile devices.

We compare the proposed dynamic-based algorithm (DBA) with the FMM algorithm [20] and the HMM-based algorithm [17] implemented as a part of the GraphHopper library [21].

**Algorithm 1 Path estimation algorithm**

```
for i = I - 1, 0 do
    for n = N - 1, 0 do
        if i == I - 1 then
            if n == N - 1 then
                $\hat{\varphi}_i(N - 1) = \varphi_i(N - 1); \pi_i(N - 1) = \{N - 1\}$
            else if $\varphi_i(n) > \varphi_i(n + 1)$ then
                $\hat{\varphi}_i(n) = \varphi_i(n); \pi_i(n) = \{N - 1\}$
            else
                $\hat{\varphi}_i(n) = \hat{\varphi}_i(n + 1); \pi_i(n) = \pi_i(n + 1)$
        end if
        end if
    end if
end for
```

To evaluate the map matching accuracy, we used two metrics: Route Mismatch Fraction (RMF) introduced in [17] and the accuracy metric (A) was used in [20].

The RMF is computed as:

$$RMF = \frac{1}{M} \sum_{m=0}^{M-1} \frac{l_{gt}^m \cap l_{mp}^m}{l_{gt}^m + l_{mp}^m},$$

where $M$ is the number of tracks, $l_{gt}^m$ is the $m$-th ground truth path length, $l_{mp}^m$ is the length of the road segments in the $m$-th matched path that are not in the $m$-th ground truth path (erroneously added), $l_-$ is the length of the road segments in the $m$-th ground truth path that are not presented in the $m$-th matched path (erroneously subtracted).

The accuracy metric is the average of the overlapping ratio between the ground truth path (GT) and the matched path (MP):

$$Accuracy = \frac{1}{M} \sum_{m=0}^{M-1} \frac{|GT|m \cap MP[m]|}{|GT|m \cup MP[m]|}.$$
TABLE I
ACCURACY MEASUREMENTS OF MAP MATCHING ALGORITHMS

<table>
<thead>
<tr>
<th></th>
<th>RMF</th>
<th>Accuracy</th>
</tr>
</thead>
<tbody>
<tr>
<td>DBA</td>
<td>0.135</td>
<td>0.876</td>
</tr>
<tr>
<td>FMM</td>
<td>0.245</td>
<td>0.836</td>
</tr>
<tr>
<td>HMM</td>
<td>0.744</td>
<td>0.43</td>
</tr>
</tbody>
</table>

Fig. 1 shows an example of the map matching result. The FMM matched path is shown by the green line, the DBA matched path is shown by the dash black line.

As can be seen from the picture, both algorithms provide good results, but the FMM algorithm sometimes has large errors on intersections.

V. CONCLUSION

In this paper, we consider the offline map matching problem in which the whole trajectory is processed after it has been collected. The proposed algorithm consists of two steps performed in a cycle: path estimation and sequential removal of edges from the path. To estimate the matching path, we presented a map matching algorithm based on a dynamic programming approach. Experimental studies conducted on manually collected tracks in Samara, Russia, allow us to conclude that the proposed algorithm has high accuracy and superior other baseline methods by selected criteria.

In future studies, we will investigate our algorithm on publicly-available datasets and focus on improving the computational efficiency of the algorithm.
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