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Abstract—Model-based GUI testing has achieved widespread recognition in academy thanks to its advantages compared to code-based testing due to its potentials to automate testing and the ability to cover bigger parts more efficiently. In this study design paper, we address the scalability part of the model-based GUI testing by using community detection algorithms. A case study is presented as an example of possible improvements to make a model-based testing approach more efficient. We demonstrate layered ESG models as an example of our approach to consider the scalability problem. We present rough calculations with expected results, which show 9 times smaller time and space units for 100 events in the ESG model when a community detection algorithm is applied.

I. INTRODUCTION

SOFTWARE testing is of critical importance considering today’s technological developments. The solution methods proposed in this area differ according to the software systems to be tested. Graphical user interfaces (GUIs) are an integral part of the web and mobile software systems. Many model-based approaches have been proposed varying based on the model used for testing the GUI functions. These models differ in terms of semantics and syntactic terms. Scalability is shown as one of the disadvantages of all model-based approaches. As the model grows, operations such as test production become more difficult, thus creating the problem of scalability.

Model-based testing is a testing method that executes test cases generated from the abstract view of a system under test (SUT). This abstraction specifies the behavior of the system so we can model it with one of the different models such as Finite State Machine (FSM) [1], Event Sequence Graph (ESG) [4] [5], Event Flow Graph (EFG) [2] [3], and Regular Expression (RE) [6] [7]. The major benefit is, code-based testing is a time consuming and error-prone method to cover all cases of the SUT while we can generate and run test sequences efficiently with model-based testing. There are many automation tools to achieve this task and many papers worked on this topic for several decades.

Model-based approaches suggest a hierarchical and layered structure at the model generation stage. No specific approach has been found in the literature regarding the problem that may arise if the tester who created the model skipped this important issue. In this study, the community detection approach, which is frequently used in different areas, is proposed to eliminate this serious problem. Thus, the model expressed as layered will be hierarchical, that is, a layered structure by community detection method. In the scope of the study, an ESG model will be layered, and then automatic test set generation and test execution operations will be performed on this ESG model.

The current work in this paper is a design study. We briefly review the literature and provide proof of concept with a case study to support the proposed approach. Expected results with the scope of the current work are discussed, and rough theoretic calculations are presented.

The rest of the paper is organized as follows: Section 2 gives the related work on models used in GUI testing and community detection problem. Section 3 introduces the proposed approach. A case study to exemplify the proposed approach is given in section 4. Expected results and implications with possible threats to the validity of the proposed approach are presented in section 5. Finally, section 6 concludes the paper.

II. RELATED WORK

This section briefly presents related literature regarding model-based GUI testing and community detection problem.

A. Model based GUI Testing

Shehady and Siewiorek [1], introduce a model to be used in model-based testing called VFSM (Variable Finite State Machine) for the GUI with fewer states than a formal FSM model. The VFSM and FSM are equivalent at its core. So, they show how to convert a VFSM to an FSM to create a test suite. The major benefit here is that the total state count is less which makes it more efficient in terms of end-to-end test generation and execution.

Memon et al. [2] come up with a new technique that helps automated test generation by using ESG models. Essentially, this technique is a planning algorithm that uses AI. The algorithm needs start and final states of the model and several defined operators to work on the model. It creates test sequences between these start and final states by looking into GUI interactions and events between these states.

Memon [3] shows event-flow model generation which he describes as one scalable model for using in the model-based testing area. Event-space exploration (ESES) strategies are used inside the proposed method. The event-flow model is a combination of different models which are assessed in the
paper. In order to reduce the cost of model creation, the process is also automated.

Belli [4] presents a new approach called the ‘holistic’ approach. He discusses that in order to test the GUI of a system properly, we must take incorrect test cases along with correct test cases into account. The GUI of an application should work without failing even the events are illegal. This is an important part of achieving complete system coverage.

Belli et al. [5] examine existing work on models that have been used in model-based GUI testing such as; ESG, EFG, etc., and analyze these model notations and how to create mutation from them. They also present ways to apply test generation from models and additional optimization techniques.

Kilincceker et al. [6] introduce RE as being a model-based testing method and use RE to model hardware design combined with RE-based test generation. RE is represented by an abstract syntax tree and a tree traversal algorithm is used in the test generation. RE-based coverage criteria are used to assess the adequacy of the testing method. Kilincceker and Belli [16] propose novel coverage criteria based on the analysis of a RE model. These coverage criteria are used to generate test sequences for testing GUI systems in [7] by means of random test generation. They also use to test GUI of mobile applications [13], hardware design [15], and web-based systems [16] combined with holistic testing.

B. Community Detection

Harary et al. [8] take into account the result of a Festinger’s work [17] which was finding a clique in a group depending on whether certain elements satisfy required conditions and improve this with a new study to find all cliques in a group that has three or fewer cliques with a concept called unicliqual person. They then remove the restrictions with an “inductive reduction method”.

Fortunato [9] explains community detection in graphs in very detail from main definitions to different methods to detect these communities, with example algorithms and techniques. He gives details about his ideas on the topic and mentions the given problem yet to be solved properly.

Leskovec et al. [10] examine different algorithms for network community detection to understand them better and compare them with each other in terms of performance and their capabilities. They also take biases in those algorithms into consideration while conducting their study. They show how complicated to detect communities in large network groups.

Sadi et al. [11] study community detection algorithms with a method that is using Ant Colony Optimization to reduce network graphs without losing its ability to solve the given problem. They work especially on the scalability part of the topic because the cost of computation is a lot in any given large network graph. They aim to reduce the number of nodes and then applying algorithms to work on this reduced graph.

To the best of our knowledge, there is no work to address scalability for model-based testing by utilizing the community detection algorithm. To this end, the current work aims to fill the gap by providing a community detection algorithm to address the scalability problem of model-based testing.

III. THE PROPOSED APPROACH

The proposed approach offers a community detection algorithm on a non-layered ESG model to obtain a layered one. It also includes further necessary steps in conventional model-based testing approaches. These further steps, apply to the layered ESG model, are test generation and test execution as depicted in Fig. 1. By detecting communities in our model, we will treat them as sub-graphs. These sub-graphs will have their own process to generate test sequences with a model-based test generation and execution process. This sub-graph will be treated as a single node in the main graph. Since this sub-graph has nodes that are part of the community, extracting their interaction with other nodes in the main graph will be beneficial in terms of scalability because we do not need to create test sequences that involve nodes in a community to have a relationship with another node in a higher level graph.

Moreover, the test suite resulted from the test generation step becomes more compact and useful from the layered ESG model. Finally, the test suite is executed on mutant layered ESG models to evaluate their effectiveness using mutation score. To do this, the current work utilizes model-based mutation testing by means of appropriate model mutation operators given in [16].

IV. CASE STUDY

The community detection step in the proposed approach is exemplified in a case study that is the internal part of a commercial tourist web page namely ISELTA 1. The case study is the Special Module of ISELTA web page. Special Module enables agents to offer special advertisements.

Special Module of ISELTA contains arrival and departure dates, accommodation type, number of items, total price, description nation and international, name of the advertisement.

1ISELTA, Available at: http://iselta.ivknet.de/
We represent events of “number of items”, “total price”, “description” and “name” input fields of the ISELTA Special Module in ESG models. Other events are neglected.

Special Module is represented as a non-layered ESG model that contains 23 nodes excluding opening and closing events namely pseudo-events representing the starting and finishing states of the ESG model.

Current work uses LEMON (Local Expansion via Minimum One Norm) [18] method for the detection of communities in the graph model of GUI. LEMON uses a local expansion method to find the communities. It detects communities using a sparse vector and is able to achieve the highest detection accuracy compared with state-of-the-art methods such as OSLOM [19], DEMON [20], LC [21]. We skip details of the definitions and algorithms for community detection algorithm due to lack of space in the current paper. The community detection algorithm is applied to the non-layered ESG model and results in two sub-layers and one upper layer. The upper layer contains 2 sub-layers (sESG) namely Add and Edit layers given in Fig. 2 and Fig. 3, respectively. The resulting ESGs include 17 events in the Add layer and 6 events in the Edit layer excluding pseudo-events. Instead of applying test generation on 23 events in the non-layered ESG model, the current work divides this non-layered ESG to sub-layers by using a community detection algorithm. The current work is expected to speed up the test generation to save time and potentially scale on large models. Moreover, the resulting test suites from the test generation become more compact and efficient.

V. DISCUSSION

A. Expected results and implications

This section provides the expected results of the proposed approach in terms of scalability and efficiency. To do so, a rough calculation to measure scalability and efficiency will be carried on.

Let’s assume that we have 100 events in a non-layered ESG. In the best case, the community detection algorithm detects 10 sub ESG events containing 10 events. Then, we have 10 events in the upper layer and 10 events in each sub layer resulting in 110 events in total. Assume that the test generation algorithm runs on \(O(n^2)\) time complexity and \(O(n^2)\) space complexity. The test generation algorithm results in \(100^2\) time units and \(100^2\) space units in the full resolution ESG model. However, for the layered ESG models with a community detection algorithm applied, the result is \(10^2\) time and space units for each sub-layer. Since we have 10 sub-layers, we will have \(10^2 \ast 10\) which will result in 1000 time and space units and another \(10^2\) from the upper layer. This results in \(1000 + 100 = 1100\) time and space units. This provides about 9 times faster test generation and 9 times more compact test suites for 100 events in the best case if we can divide 100 events into 10 equal sub-layers. Additionally, any further increase in the number of layers will provide much smaller time and space units.

In the worst case, the community detection algorithm does not detect any layer and the non-layered and layered ESG models have the same number of events. However, the cost of the community detection algorithm is neglected from the calculation due to no additional cost on the test generation but to overall methodology. The computational complexity of a conventional community detection algorithm is \(O(mn^2)\) for a graph with \(n\) vertexes and \(m\) edges [12].

B. Threats to validity

1) Conclusion Validity: The size of our case study may be small to show an example of the defined approach in this paper. This is a potential threat to generalize the approach since multiple examples of bigger ESG models should be assessed to be sure about the robustness of the approach. With this, any unforeseeable problems might pop up, and we can address solutions to these possible problems when the total event size of the ESG model goes beyond the numbers given here. We plan to evaluate the proposed approach on medium and large size of case studies to cope with this threat.

2) Internal Validity: We have described how the model-based testing approach works on models which defined as an abstraction of the system. In theory, working with abstractions makes things efficient since we do not need to use a code-based white-box testing approach. This gives us the ability to test huge models otherwise would be time-consuming if we need to test them manually or with code. This may cause a threat to the internal validity of the approach because testing on the abstraction can never be full as it would run on the actual system. However, it is possible to execute generated test suites from models in actual systems using appropriate test automation tools (such as Selenium).
a system if it is a complex one. This will naturally prevent us to test the whole system. Because of these reasons, we must depend on the correctness of the model for an efficient model-based testing approach.

3) External Validity: Model-based testing aims to detect behavioral and functional faults in a system. Using this method to identify problems in visual aspects and semantics of GUI widgets in a system is a threat to the external validity of the approach because model-based testing is not the first method that comes to mind for this. Code-based testing approaches are more applicable for testing these visual aspects of the system under test. However, the proposed approach is applicable for any testing approach that uses behavioral and sequential models rather than concurrent systems modeled such as by Petri-Nets.

4) Construct Validity: The theoretic advantages, discussed in the previous section, require to be validated on the case studies in terms of time and space complexity. However, the scenarios for average and worst cases result in additional cost of community detection algorithm \(O(m^2n)\) for a graph with \(n\) vertexes and \(m\) edges [12]). This can be a potential threat to construct validity. On the other hand, the community detection algorithm reduces the total cost of time and space complexity comparing to the full resolution model where community detection is not applied.

VI. CONCLUSION

The study design given in this paper introduces a model-based testing approach combined with the community detection algorithm to cope with possible scalability problems. A proof of concept with a small size case study is given to exemplify the use of the community detection algorithm in the current work. The community detection algorithm is applied to the full resolution ESG model to create a layered ESG model. The layered ESG model contains several small layers to improve the efficiency of further steps such as; test generation and execution. Moreover, expected results are introduced with rough theoretic calculations.

A community detection algorithm executes on the full resolution ESG model to obtain a layered ESG model. Then, the test sequences will be generated on this resulting layered ESG model. These test sequences will be executed on mutant models obtained from the original ESG model to evaluate the quality of the generated test sequences. To this end, we expect to provide 9 times faster and 9 times more compact test suites in the best case with respect to layered ESG model rather than full resolution ESG model when we assume that time and space complexity of test generation algorithm equal to \(O(n^2)\). Moreover, this also provides saving time in further test execution time. Thanks to 9 times more compact test suites, the time required during the test execution phase can be 9 times less. However, the proposed approach comes with an additional cost of the community detection algorithm. It can be noticed that the case study is trivial and presented to explain the idea. However, we plan to evaluate our approach on medium and large sizes of ESG models to assess these expected advantages by automating procedures.

REFERENCES


