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Abstract—In recent times, the growth of technology toward
decentralized solutions and microservice architecture has made
Application Programming Interfaces (APIs) crucial for connect-
ing different parts of business software systems. Although the
technologies for developing and using APIs are quite stable,
the fast-changing business world demands that APIs be easy
to maintain and adapt. Currently, changes in APIs made by
API providers often imply required updates on the side of API
consumers, which can be costly and prone to mistakes. This
paper analyzes the types of changes in APIs and uses this analysis
to build a detailed model that shows the relationships between
API consumers and API providers. This model helps visualize
these relationships and can serve as a stepping stone for further
automation. As a means of possible evolvable realization, we
discuss the Normalized System Theory and implementation.

I. INTRODUCTION

O
VER the past few decades, there has been an extraordi-
nary surge in technological progress, particularly evident

in the widespread incorporation of the Internet into various
aspects of our daily routines, such as social networking, e-
commerce and banking [1]. In [2], Kurzweil proposes an
extension to Moore’s Law to apply the exponential growth
of hardware progress to also include software and other
technological areas. One such technological area could be
the Internet, which incorporates a multitude of distributed
systems, where services frequently depend on one another to
function effectively. Among these distributed systems, there
are client-server applications that can be realized through
Application Programming Interfaces (APIs). Naturally, APIs
evolve and are subject to changes, which is also acknowledged
by Lamonthe et al. in [3]. Changes in an API on the side of
the API Provider can imply other necessary changes on the
side of API consumer for given API to continue to function
as expected. However, keeping up with all the changes of
all consumed APIs in a system, to ensure that the expected
behavior matches the actual behavior, can be challenging [3].
This further highlights the critical importance of research and
inquiries aimed at optimizing API development, especially if
Kurzweil’s Law of Accelerating Returns is right.

The focus of this paper is the management of changes
on the side of the API consumer implied by updates of the
consumed API with the goal of introducing more automation
and reducing the manual labor needed on the side of API

consumer. We delve into an analysis of this problem and then
put together categories of conditions that must be satisfied
for the consumption of an API to work as expected. These
categories of conditions are closely related to changes on the
side of API provider, implying changes on the side of API
consumer. Finally, we establish an API ontological model for
both the API provider side and the API consumer side, with
an emphasis put on the API changes. Then use this model
to argue about API evolvability challenges and their possible
addressing.

The remainder of this paper is structured as follows. Sec-
tion II describes the research methodology and the research
goal. Section III explains relevant terms used in this paper and
section IV lists existing related research works. In section V,
the relevant changes in the APIs are delineated and the
ontological model based on these changes is described. Sec-
tion VI discusses usability of the model. Section VII evaluates
the model using the identified change drivers. Section VIII
concludes this paper and also mentions some ideas on follow-
up research.

II. RESEARCH OVERVIEW

A. Research Methodology

The research presented in this paper adheres to Design
Science Research Methodology (DSRM) [4] comprising three
interconnected cycles: 1) Relevance Cycle, which kicks off
the research by linking it to real-world needs, outlining what
needs to be studied, and setting clear standards for judging the
outcomes 2) Rigor Cycle, which ensures research innovation
by assembling existing knowledge as the foundation for the
study 3) Design Cycle, which involves constructing an artifact,
evaluating it, and incorporating feedback. This central cycle is
based on the other two.

The relevance cycle for this paper is described in sec-
tion II-B. The rigor cycle is described in section IV. The
design cycle and its results are described in section V and
their evaluation is given in section VII.

B. Research Goal

The goal of this paper is to contribute to machine actionabil-
ity (i.e. automation) of changes on the side of API consumer
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implied by updates of given consumed API as depicted in
Figure 1. The research questions are as follows.

RQ1: What are the changes of APIs on the side of API
providers, that might imply necessity of changes on the
side of API consumers, for the calling of API methods
to continue working in the desired manner?

RQ2: What ontological model could describe APIs from
the point of view of these changes?

As an evaluation of the model, we represent an API using the
designed API model to illustrate it and visualise the identified
changes in the model.

API Consumer
(new version)

API (old version)

API (new version) API
Call

Call API (old version)

Call API (new version)

Update to new version Manual Update

API Consumer
(old version)

API
Call

Implies

Fig. 1: API update schema

III. THEORETICAL BACKGROUND

A. Application Programming Interface (API)

According to Reddy in [5]: ”An Application Programming

Interface (API) provides an abstraction for a problem and

specifies how clients should interact with software components

that implement a solution to that problem." In this paper, we
distinguish the side of API provider, which is the side that
provides functionality in the form of API methods, and the side
of API consumer, which is the side that consumes functionality
by calls to API methods provided by the side of API provider.

B. Ontology

In this article, the term ontology has the meaning of
(Computational) ontology defined in [6] as follows:
”Computational ontologies are a means to formally model the

structure of a system, i.e., the relevant entities and relations

that emerge from its observation, and which are useful to our

purposes. An example of such a system can be a company with

all its employees and their interrelationships."

C. Static Analysis

According to Rival et al. in [7]: ”Static analysis is an auto-

matic technique for program-level analysis that approximates

in a conservative manner semantic properties of programs

before their execution."

D. Normalized Systems Theory

Normalized Systems Theory (NST) [8] is a theory based
on fine-grained modularity with goal to make systems more
evolvable and stable, specifically by elimination of Combina-
torial Effects. Compliance to fine-grained modularity ensures
that complex system is broken down into small components

that together form the system. NST involves four theorems as
follows: T1: Separation of Concerns: A processing function
can only contain a single task in order to achieve stability
T2: Action Version Transparency: A processing function that
is called by another processing function, needs to exhibit
version transparency in order to achieve stability T3: Data
Version Transparency: A structure that is passed through the
interface of a processing function needs to exhibit version
transparency in order to achieve stability T4: Separation of
States: Calling a processing function within another processing
function needs to exhibit state keeping in order to achieve
stability.

There exists an implementation of NST developed by NSX1

as described in [9] that has been successfully applied to
multiple real-world projects. This implementation introduces
five types of elements aligned with basic software concepts as
follows:

• Data Elements for data variables and structures
• Task Elements for instructions and functions
• Flow Elements for flows and orchestrations
• Connector Elements allowing input/output commands
• Trigger Elements allowing to setup triggers.

In addition to these elements, and NST Theorems, this im-
plementation is based on code generation via expanders. Ex-
panders are used to create instances of the elements and allow
isolation of cross-cutting concerns in most cases; situations
that would be difficult to cover with expanders can be handled
with custom code.

E. Combinatorial Effect

According to [8], combinatorial effect is characterized by a
change whose significance is influenced not only by the nature
of the alteration itself, but also by the scale or scope of the
system that undergoes the change.

F. FAIR Principles

FAIR principles are rules for scientific data management
and stewardship, which were established in [10]: ”Distinct

from peer initiatives that focus on the human scholar, the FAIR

Principles put specific emphasis on enhancing the ability of

machines to automatically find and use the data.". Each letter
of the FAIR acronym represents a group of principles:

F: Findability; F1: (Meta)data are assigned a globally unique
and persistent identifier F2: Data are described with rich
metadata (defined by R1 below) F3: Metadata clearly and
explicitly include the identifier of the data it describes
F4: (Meta)data are registered or indexed in a searchable
resource

A: Accessibility; A1: (Meta)data are retrievable by their
identifier using a standardized communications protocol
A1.1: The protocol is open, free, and universally imple-
mentable A1.2: The protocol allows for an authentication
and authorization procedure, where necessary A2: Meta-
data are accessible, even when the data are no longer
available

1https://normalizedsystems.org/about-us/
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I: Interoperability; I1: (Meta)data use a formal, accessible,
shared, and broadly applicable language for knowledge
representation I2: (Meta)data use vocabularies that follow
FAIR Principles I3: (Meta)data include qualified refer-
ences to other (meta)data

R: Reusability; R1: Meta(data) are richly described with plu-
rality of accurate and relevant attributes R1.1: (Meta)data
are released with a clear and accessible data usage license
R1.2: (Meta)data are associated with detailed provenance
R1.3: (Meta)data meet domain-relevant community stan-
dards.

Although originally formulated for scientific data, they have
been adopted to generally drive advances in the management
of all types of digital objects [11]. In our work, we do
not address the full scope of FAIR principles, just the parts
important for machine-actionability of API evolvability.

IV. RELATED WORK

First, we reviewed state-of-the-art of API evolvability re-
search, and later we tried to find related ontologies to our
desired API model.

A. API Evolvability Related Work

In [3] Lamonthe et al. review API Evolvability literature
and, among other things, list open challenges and gaps in the
research area. From these open challenges, we identified the
following as being the most relevant for our paper (we also
included labels from [3]):

1) EC-2 Providing a commercially viable API migration
solution

2) EC-10 More tools to help with Web APIs
3) EC-15 Automatically identify factors driving API

Changes
4) UC-9 Tools to help API developers deal with API migra-

tion, not just users.
For EC-2 and UC-9, there exist approaches that attempt

to resolve these challenges. We identified most of the pub-
lications mentioned in this paragraph by applying snow-
balling [12] to [3]. In [13], Brito et al. introduce AppDiff
system, which can identify breaking and non-breaking changes
between two versions of a Java library based on similarity
heuristics and static analysis and in [14], Dagenais et al.
introduce SemDiff tool which recommends replacements for
framework methods that were accessed by a client program
and deleted during the evolution of the framework. However,
these tools have not yet provided a commercially viable
solution [3]. In [15] Ramos et al. introduce the MELT system,
which can extract transformations for the API Consumer side
based on the analysis of pull requests on the API Provider side
based on static analysis and natural language processing of
descriptions in pull requests and comments. In [16] Deshpande
et al. address problem of API migration with multi-objective
evolutionary algorithms without being limited to scenarios of
source method getting transformed always only to single target
method (one-to-one mappings), which makes this approach
applicable also to scenarios of one or multiple source methods

getting mapped to multiple target methods (one-to-many and
many-to-many mappings). In [17], Lamothe et al. introduce
system A3 for API migration of Android applications based
on generation of migration code from code examples. There
are also other approaches based on program synthesis that
utilize examples of mapping of API calls from one version to
another in order to generate transformation procedure. One
such example is APIFIX tool introduced in [18], another
example is ReFazer tool introduced in [19]. In [20] Beuer-
Kellner et al. introduces an API Migration approach based
on a service handling conversion of data structures between
different versions of APIs. In [21] Huang et al. propose API
Mapping approach MATL which leverages transfer learning
technique to automatize API mapping without necessarily
having knowledge of underlying source code of concerned
APIs. One other idea is to have developers on the side of API
Providers create transformation scripts for API Consumers to
help update API calls from one version of API to another [3].
Similarly to our goal, the mentioned techniques deal with
improving API migration. However, our focus is on providing
an analytical method based on APIs modeling to identify
change drivers. Our approach can then be used in combination
with these techniques and other implementation technologies,
such as the Normalized Systems we discuss here.

For EC-10, according to [22] Web API providers also
control runtime of APIs and can do changes anytime with
severe consequences to Web API consumers as opposed to
Library APIs. Additionally, Web APIs often lack machine-
undrestandable specifications, and data are often passed over
strings. Our paper focuses on APIs in general, and the pro-
posed API Model can later be used as a basis for contribution
to Web API tooling.

For EC-15, according to Granli et al. in [23], the largest
driving force for API changes is the desire for new function-
ality with changes occurring sporadically rather than contin-
uously, and the Law of Conservation of Organization Stabil-
ity [24] is not a considerable factor. The case study by Hou
et al. in [25] shows the reasons for the changes during the
evolution of the AWT2/Swing3 library. The case study by
Zarras et al. in [26] shows detection of evolution patterns and
regularities based on Lehman’s laws of software evolution.
In contrast to the studies mentioned above, in this paper, we
distinguish changes by the entities concerned.

B. Related Work on API Ontologies

In [27], Karavisileiou proposes a reference ontology based
on OpenAPI Specification4 for Representational State Trans-
fer (REST) services and a procedure to convert OpenAPI
Specification description into this ontology. This ontology is
somewhat different from what we aim to do here, since it does
not place an emphasis on combinatorial effects.

2https://docs.oracle.com/javase/7/docs/api/java/awt/package-summary.
html

3https://docs.oracle.com/javase/7/docs/api/javax/swing/
package-summary.html

4https://spec.openapis.org/oas/latest.html

NIKOLAS JÍŠA, ROBERT PERGL: TOWARDS EVOLVABLE APIS THROUGH ONTOLOGICAL ANALYSIS 63



In [28], Togias proposes a ontology for social network API.
Although the ontology is specifically meant for social network
APIs rather than APIs in general, multiple parts of the model
are also applicable to APIs in general. In our ontological
model, we use multiple entities that have similarities in this
ontology.

In [29], Androces introduces Platform as a Service (PaaS)
ontology. Although this ontology contains some entities that
are applicable to our desired API ontological model (such as
Operation or API), most of the entities are specific to the
PaaS area.

There are also multiple API description formats, which can
also be considered as types of ontologies on their own, because
these formats support structured metadata that describe APIs
semantically and therefore conform to ontology as defined
in section III-B. Examples are OpenAPI Specification4, API
Blueprint 5 and SmartAPI6. Although all of these API descrip-
tion formats contain rich structured metadata, they do not focus
on API change management.

V. IMPLEMENTATION AND RESULTS

A. Problem Analysis

From what Wilkinson et al. describe in [10], compliance
of a system with FAIR Principles helps to introduce machine
actionability in general. Therefore, compliance of APIs with
FAIR Principles could be a starting point to make changes
on the side of the API consumer implied by updates on the
side of API provider machine actionable. However, structured
rich metadata (from F2 and I1) must contain relevant data for
API changes on the side of API provider which impact the
side of API consumer. Furthermore, the API version before
an update and the API version after the update should have
metadata in the same format, so that the metadata after the
update can be compared with metadata before the update to get
the semantic representation of the API update. This semantic
representation of the API update shall then serve as an input
for the automation of changes on the side of the API consumer
implied by the update of API on the side of API provider.

To make APIs comply with FAIR Principles, generally, a
structured API description conforming to an ontology such
as one of ontologies mentioned in section IV would suffice.
However, since the ontologies mentioned in section IV are not
meant for managing API changes on both the API provider
side and the API consumer side, we need to create our
own ontology. The changes are analyzed in section V-B and
based on these changes a ontological API model is created in
section V-C.

B. API Change Drivers

Based on analysis of changes in multiple APIs, in order
to better understand change drivers (i.e. reasons to change),
we put together three categories of conditions that must be
satisfied between the call to the API consumer method and

5https://apiblueprint.org/documentation/specification.html
6https://smart-api.info/

the API method itself on the side of the API provider. If
any condition in any of these categories changes on either
side, changes on the other side may also be required for
the API consumer to be able to call the given API method
with the desired behavior. The conditions are as follows:
C1: Correspondence of data transfer settings such as protocol
settings and endpoint settings C2: Correspondence of API
method signature and its meaning (on side of API provider)
with API method call and its expected meaning (on side of
API consumer) C3: Correspondence of API method behavior
on side of API provider with expected behavior on side of API
consumer. Examples of changes affecting given conditions are:

E1: Change to different communication protocol (af-
fects C1)

E2: Change of communication protocol settings such as
change of authentication, encryption, encoding, serializa-
tion ... (affects C1)

E3: Change of signature of API method (affects C2):

• Change of API method name or return type
• Creation or deletion of a API method parameter
• Change of order of API method parameters
• Change of API method parameter name or parameter

type

E4: Deletion of API method (affects C2, C3)
E5: Change of meaning of API method return value or
parameter values (such as change of expected units from
kilometers to meters) (affects C3)

E6: Change of API method pre-conditions / post-
conditions (affects C3)

E7: Change of API method behavior (affects C3)
E8: Change of API method mechanism resulting in drastic

decrease of performance (affects C3)

C. API Ontological Model

We decided to create a new model from scratch inspired
by these existing API ontologies rather than using any of
the mentioned models (such as, for example, OpenAPI) as
a starting point, because we wanted our model to focus
on change drivers for modifications on API consumer side
implied by modifications on API provider side and also to
be more abstract than the existing API ontologies mentioned
in section IV-B. We utilized Visual Paradigm Community7 for
the creation of models and diagrams.

1) API Provider Side Model: Based on our analysis of the
change drivers in the previous section, we first created the API
model of the side of API provider in the UML class diagram,
which is shown in Figure 2. We represent the ontology in plain
UML notation instead of using a formal ontology modeling
framework (such as OntoUML [30]) because given the tech-
nical terms involved in modeling APIs, using such frameworks
would add unnecessary complexity without providing benefits
for our goal. The idea of this model is the following. 1) API

Provider provides APIs 2) API contains API Methods
3) API Method contains API Method Signature, API

7https://www.visual-paradigm.com/

64 COMMUNICATION PAPERS OF THE FEDCSIS. BELGRADE, SERBIA, 2024



API API Method

+name : string

+dataType

API Method Parameter

+behavior

API Method Behavior

+qualifiedName : string

+resultDataType

API Method Signature

API Provider

+endpoint

+otherSettings

API Method Data Transfer

Settings

Provides

1..*

1

1

*
1

1

1

1

1

1..*

APIMethodBehaviorGS {non-disjoint, complete}

1
<<depends on>>

1

1

1
*

1

1

1..*

1..*

1
1

11

1

API Method Behavior Mapping

Input to Output

API Method Behavior

with Side Effects

APIMethodBehaviorGS {non-disjoint, complete}

Fig. 2: The suggested API ontological model

Method Behavior and API Method Data Trans-

fer Settings 4) API Method Signature contains
name, resultDataType and API Method Parame-

ters 5) API Method Parameter contains name and
dataType 6) API Method Behavior represents the be-
havior of the method. It can be API Method Behavior

Mapping Input to Output and it can also be API

Method Behavior with Side Effects; this model
does not specify exactly how the behavior is defined - it
could be, for example, natural text description, pseudocode,
mapping function, or source code 7) API Method Data

Transfer Settings involves the configuration of com-
munication protocol, including serialization settings, authen-
tication settings, encryption settings, endpoint settings, ...;
this model does not specify how exactly the endpoint

and otherSettings are defined - endpoint could be,
for example, defined by Uniform Resource Locator (URL)
and otherSettings could be defined in another structured
object.

2) API Consumer Side Model: Next, we extend the model
by incorporating the API consumer side and highlight the
dependencies between the API consumer side and the API
provider side with red dashed lines in Figure 3. The idea of
the entities in this model is the following: 1) API provider
side elements are in orange color and have the same meaning
as in Figure 2 2) API consumer side elements are in red color
3) API Consumer represents the entity consuming an API

4) API Method Call represents a call of API Method

by API Consumer; it consists of name and API Method

Call Parameter Assignments; it has API Method

Call Data Transfer Settings and it can also have
API Method Call Result Value Syntactic and

Semantic Processing 5) API Method Call Data

Transfer Settings involves configuration of commu-

nication protocol, including serialization settings, authentica-
tion settings, encryption settings, endpoint settings, ...; this
model does not specify how exactly the endpoint and
otherSettings are represented 6) API Method Call

Parameter Assignment represent what should be as-
signed to API Method Parameter identified by name

and dataType in API Method Call; this model does not
specify exactly how the assignment is defined - it could
be, for example, natural text description, pseudocode, map-
ping function, or source code 7) API Method Call Re-

sult Value Syntactic and Semantic Process-

ing represents processing of the result value of the API

Method Call; this model does not specify exactly how the
processing is defined - it could be, for example, natural
text description, pseudocode, mapping function, or source
code.

As depicted in Figure 3, the API consumer side entities
directly depend on the API provider side entities as follows:
1) API Method Call directly depends on API Method

Signature 2) API Method Call Data Transfer

Settings directly depends on API Method Data

Transfer Settings 3) API Method Call Result

Value Syntactic and Semantic Processing

directly depends on API Method Behavior and
API Method Signature 4) API Method Call

Parameter Assignment directly depends on API

Method Behavior and API Method Parameter.

VI. DISCUSSION

Analysis of potential changes on the side of the API
provider that could imply changes on the side of API consumer
answers RQ1 in section V-B and we also pointed out the
meaning of these changes and some of their possible sources.
For RQ2, the answer is the ontological model described in sec-
tion V-C. The model serves to clarify the ontological aspects
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API API Method

+name : string

+dataType

API Method Parameter

+behavior

API Method Behavior

+qualifiedName : string

+resultDataType

API Method Signature

API Provider

API Consumer

+qualifiedName : string

API Method Call

+processing

API Method Call Result Value

Syntactic and Semantic Processing

+name : string

+dataType

+assignment

API Method Call Parameter

Assignment

+endpoint

+otherSettings

API Method Data Transfer

Settings

has 0..11

+endpoint

+otherSettings

API Method Call Data

Transfer Settings

1

*

Provides

1..*

1

1

1

*
1

1

1

1

1

1

1..*

1

1..*

APIMethodBehaviorGS {non-disjoint, complete}

1
<<depends on>>

1

has

1..*

1

<<depends on>>

1

<<depends on>>

<<depends on>>

1

<<depends on>>

<<depends on>>

*

<<depends on>>

1

1

1..*

1..*

1
1

1

1

11

1

*

API Method Behavior Mapping

Input to Output

1

API Method Behavior

with Side Effects

1

APIMethodBehaviorGS {non-disjoint, complete}

0..1

Fig. 3: API ontological model with both provider side and consumer side

of API, API provider, API consumer, and their relationships.
We opt for a model that is sufficiently generic to describe
most APIs without being limited by any specific domain in
context of APIs such as [29] or [28]. Nevertheless, our model
focuses on evolvability and change drivers, therefore, some
API components (for OpenAPI for example License Object)
do not have explicit semantic constructs in our model, and
some other API components are defined only in an abstract
manner (for OpenAPI for example Server Object, which is
abstractly defined as part of API Method Data Transfer Set-
tings in our model). Although the model is relatively simple,
it can represent and be used for change analysis of any size
of a real-world API (just the number of instances grows).
The only current limitation is that it does not cover inter-
instance dependencies, i.e. changes of one endpoint causing
changes in another one. The identified change drivers could
serve as a basis for applying NST, which could help mitigate
combinatorial effects that cause a change made to an API
system to require the same effort and scope as making the
same change to a future evolved version of the API system,
even if it were a thousand times larger.

To detect changes on the side of API Consumers implied by

changes on the side of API Providers, artifacts such as source
code, documentation artifacts, or other artifacts generated from
source code or documentation artifacts could be used. One of
the ways would be to compare the artifacts for a new API
version with the artifacts for the previous API version. This
comparison could be automatically activated as soon as a new
version of API is detected and the result of this comparison
could trigger a notification or even an automated script,
which could update API consumption calls automatically or
with possibly minimal manual intervention in the form of
confirmation.

In this paper, we have considered API on an abstract level
and have not covered areas in lower levels of abstraction such
as security settings, licensing, or areas of concrete protocols
and technologies used with APIs. Also, we have not done
detailed investigation of cases when an API called (directly or
indirectly) by API provider gets updated and indirectly implies
changes to the side of API consumer. We have considered
these cases to be the same as direct modifications on the
side of API provider implying changes to the side of API
consumer. We also have not covered the options concerning
implementation beyond suggesting the Normalized Systems,
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Example Map Provider : API

Provider

Example Map API : API

has

endpoint = https://example.map.api/CalculateDistance

Calculate Distance Settings : API Method Data

Transfer Settings

Provides

Calculate Distance : API

Method

qualifiedName = CalculateDistance

resultDataType = double

Calculate Distance Signature :

API Method Signature

name = a

dataType = point

Calculate Distance A Parameter : API

Method Parameter

behavior = sqrt((b.x-a.x)^2+(b.y-a.y)^2)

Calculate Distance Behavior : API Method

Behavior Mapping Input to Output

name = b

dataType = point

Calculate Distance B Parameter : API

Method Parameter

qualifiedName = CalculateDistance

Calculate Distance Call : API

Method Call

has

Pizza Delivery Application :

API Consumer

<<depends on>>

endpoint = https://example.map.api/CalculateDistance

Calculate Distance Call Settings : API Method Call

Data Transfer Settings

<<depends on>>

<<depends on>>

<<depends on>>

processing = <Store Result to Variable "distance">

Calculate Distance Call Result Value Processing : API Method

Call Result Value Syntactic and Semantic Processing

<<depends on>>

<<depends on>>

name = a

dataType = point

assignment = <Delivery Point>

Calculate Distance Call B Parameter Assignment :

API Method Call Parameter Assignment

<<depends on>>

name = a

dataType = point

assignment = <Location of Pizzeria>

Calculate Distance Call A Parameter Assignment :

API Method Call Parameter Assignment

Fig. 4: Example of an API representation in API Ontological Model

which would be out of the scope of this paper.

VII. EVALUATION

To verify that our model is applicable and that it can
expicitly vizualize the relevant change drivers, we represent
an example API with our model and later demonstrate the
readability of the relevant change drivers.

Let us consider an Example Map API which has method
CalculateDistance accepting parameters a and b which
are of type Point, which has members x and y of
type double, and the return value is of type double.
The Point type could be defined in programming lan-
guage C as struct Point { double x; double y;

} and the CalculateDistance method would have sig-
nature double CalculateDistance(struct Point

a, struct Point b). Let us also consider an application
for pizza delivery that consumes the API. Both the API
consumer side and the API provider side could be represented
in API Ontological Model as demonstrated in the UML Object
Diagram8 in Figure 4 which can be considered an instance of
the model in Figure 3.

The model makes change drivers explicit to see, which we
demonstrate on examples listed in section V-B as follows:

• Changes of API Method Data Transfer Set-

tings in E1 and E2 are changes of API Method

Data Transfer Settings on the side of API

8https://www.omg.org/spec/UML

provider and imply changes of API Method Call

Data Transfer Settings on the side of API con-
sumer.

• Changes of API Method Signature in E3 and E4

signify changes of API Method Signature and
API Method Parameter on the side of API
provider and imply changes of API Method Call,
API Method Call Result Value Syntactic

and Semantic Processing and API Method

Call Parameter Assignment on the side of API
consumer.

• E5, E6, E7 and E8 are changes of API

Method Behavior on the side of API provider
and imply changes of API Method Call

Parameter Assignment and API Method Call

Result Value Syntactic and Semantic

Processing on the side of API consumer.

VIII. CONCLUSION

The main contribution of this paper is the API ontological
model, which makes it easier to see how changes on the side
of the API provider affect the side of API consumer. Problem
Analysis, among other things, suggests the idea of using the
API ontological model as a basis for the automation of changes
on the side of the API consumer implied by changes on the
side of API provider. This automation could also involve an
application of NST. The model could also be extended by
introducing a structure to unstructured data (such as behav-
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ior, assignment, endpoint or otherSettings) and
also the idea of API SDK libraries could be applied to our
model. Another interesting idea for further research would be
to implement conversions between our model and other API
ontology models or API description formats such as OpenAPI
Specification or API Blueprint, which would make it easier to
apply our model to existing APIs.

Statement on the use of AI

AI technologies (Writefull and ChatGPT) were used but
only to improve the language of the paper.
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