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Abstract—In the building of agent systems developers can be supported by both appropriate methodologies and infrastructures, which guide them in the different phases of the development and provide useful abstractions.

Nevertheless, we assist to a situation in which methodologies and infrastructures are not connected each other: the products of the analysis and design phases could not always be exploited in the implementation phase in a direct way, even if sometimes CASE-tools are present to help in translating methodologies’ diagrams in infrastructures’ code. This leads to a “gap” between methodologies and infrastructures that is likely to produce fragmented solutions and to make the application maintenance difficult.

In this paper we face this issue, proposing three directions to solve the problem. We do not want to propose a “new brand” methodology and infrastructure tightly connected, rather, we aim at reusing as much as possible what already exists, not only in abstract terms, but also in concrete “fragments” of methodologies; an appropriate meta-language that describes how a methodologies works would be useful to more easily map them onto the infrastructures, or even to “compose” a new methodologies. A further approach is based on an “intermediate” layer between methodologies and infrastructures, which provides a mapping between the involved entities.

I. INTRODUCTION

THE demand of effective paradigms for developing complex systems is significantly increasing in the last years [16]. Developers are required to model and manage complex scenarios, often physically distributed; in addition, such a management should be more and more autonomous, in order to take the correct decisions with less human intervention as possible. The development of such intelligent complex systems must be addressed appropriately, with effective models and tools.

Unfortunately, the current situation presents two different approaches that are likely to be in contrast: a top-down approach, which follows the traditional software engineering directions by providing methodologies that however often discard the implementation phase; a bottom-up approach, which meets concrete requirements by providing infrastructures that are likely to lack model foundations. This situation leads to a “gap” between methodologies and infrastructures, with the consequence of fragmented solutions in the development of agent systems.

The software agent paradigm is one of the most exploited to build complex systems [16]. On the one hand, agents exhibit the features of proactivity and reactivity, which lead to a high degree of autonomy and a certain degree of intelligence. On the other hand, their sociality feature enables the building of systems where agents are distributed and interact to carry out common tasks, as happens in Multi-Agent Systems (MAS).

In our work, we have analyzed several agent methodologies and agent infrastructures, first to confirm the presence of such a gap, then to study some solutions to fill this gap. The aim of this paper is to point out the existing gap and to propose some approaches to fill it. Due to the page limitation and the fact that our work is at its beginning, in this paper we sketch three solutions without giving too many details, providing readers with the “flavor” of the possible directions.

In rest of the paper we start presenting the evaluated methodologies and infrastructures, and discussing about the gap between them (Section II). Then, the core of the paper is represented by the proposal of three possible approaches as solutions of such a gap (Section III). Finally, Section IV concludes the paper.

II. THE GAP BETWEEN METHODOLOGIES AND INFRASTRUCTURES

In this section we briefly introduce the evaluated methodologies and infrastructures, and then point out the existing gap we are going to fill, sketching also some previous work. We remark that the aim of this paper is not to report comparisons: interested readers can refer to our previous work [7], [10], [24].

A. Methodologies

Among several methodologies for developing agent systems, we have chosen the most spread ones:

- ADELFE (Toolkit for Designing Software with Emergent Functionalities) [4] defines a methodology to develop applications in which self-organization makes the solution emerge from the interaction of its parts, and it guarantees that the software is developed according to the AMAS (Adaptive Multi-Agent System) theory [11]. It is dedicated to the design of systems that are complex, open and not well-specified. It is based on well-known tools and notations coming from the object-oriented software engineering: UML and RUP (Rational Unified Process);
Gaia [26] was the first methodology proposed to guide the process of developing a MAS from analysis to design, starting from Requirements Statements. It guides developers to a well-defined design for a MAS. A MAS is seen as an organisation of individuals, each of which playing specific roles in that organisation, and interacting according to its role. In its first version it suffers from several limitations: it is suitable only for designing closed MAS, and the notions it uses are not suitable for dealing with the complexity of real-world. Trying to overcome these problems its official extension is Gaia v.2.

PASSI (Process for Agent Societies Specification and Implementation) is a step-by-step requirement-to-code methodology [12], for designing and developing Multi-agent societies, using the UML standard notation. It aims at using standards whenever it is possible and considers two different aspects of agents: (i) autonomous entities capable of pursuing an objective through autonomous decisions, action and social relationship and (ii) parts of a system. The modelling of requirements is based on use-case, and ontology has a central role in the social model. It aims at reusing existing portions of design code, using a pattern-based approach. Its design process is incremental and iterative;

Prometheus [22] is a methodology for developing agent-oriented systems, and it aims at covering all the stages of software development [13]. It includes provision of “start-to-end” support; a hierarchical structuring mechanism that allows design to be performed at multiple levels of abstraction; and support for detailed design of the internals of intelligent agents. Prometheus also uses an iterative process over all its phases;

SODA (Societies in Open and Distributed Agent spaces) [1], [20] is an agent-oriented methodology for the analysis and design of agent-based systems, focusing on inter-agent issues, like the engineering of agent societies and the environment for MAS. Its new version takes into account both the Agents and Artifacts (A&A) meta-model, and a mechanism to manage the complexity of system description;

Tropos methodology is intended to support all phases of software development [5]: in Tropos, organizational architectural styles for cooperative, dynamic and distributed applications are defined to guide the design of the system architecture. It adopts Eric Yu’s i* model which offers the notions of actor, goal, role and actor dependency as primitive concepts for modelling the applications. Tropos has two key features: the notions of agent, goal, plan and various other knowledge level concepts are fundamental primitives used uniformly throughout the software development process; a crucial role is assigned to requirements analysis and specification when the system-to-be is analysed with respect to its intended environment.

B. Infrastructures

With regard to the agent infrastructures, we have considered the following ones:

- CARTAgO (Common Artifact for Agent Open environment) [25], exploits the concept of workplace, an organisational layer on top of workspaces. A workspace is a set of artifacts and agents, as a workspace is the set of roles and organisational rules being in force in a workspace. Roles can be played by agents inside the workplace, and they may or may not give permissions to agents to use some artifacts or to execute some specific operations on selected artifacts.

- JACK [2] is a multi-agent platform based on the BDI model; it is written in Java and is commercial-oriented. Following the BDI model, JACK enables the definition of agents’ plans that start from the agents’ knowledge and lead to the achievement of the agents’ goals.

- JADE [3] (Java Agent DEvelopment framework) implements a FIPA-compliant general-purpose multi-agent platform fully implemented in Java language, that provides an agent-oriented infrastructure. The main concept of Jade is the agent, which is implemented by the AgentJ class and is associated to an Agent State, a Scheduler, and a Message Queue. Another important concept is the behaviour, which defines the main features of an agent. Jade offers a set of graphical tools that supports the debugging and deployment phases;

- MARS (Mobile Agent Reactive Spaces) [9] is a coordination medium based on programmable Linda-like tuple spaces for Java-based mobile agents. MARS allows agents to read and write information in the form of tuples adopting a pattern-matching mechanism. Moreover, its behaviour can be programmed to suit environment or application requirements. It has been designed to complement the functionality of already available agent systems, and it is not bound to any specific implementation;

- RoleX (Role eXtension) [6] implements an infrastructure to manage roles for agents. It has been implemented in the context of BRAIN (Behavioural Roles for Agent INteractions) framework which proposes an approach where the interactions among agents are based on the concept of role. A role is defined as a set of actions that an agent playing that role can perform to achieve its task, and a set of events that an agent is expected to manage in order to act as requested by the role itself;

- TOTA (Tuples On The Air) [17] is a coordination middleware based on tuple spaces for multi-agent coordination, in distributed computing scenarios. TOTA assumes the presence of a network of possibly mobile nodes, each running a tuple space: each agent is supported by a local middleware and has only a local (one-hop) perception of its environment. Nodes are connected only by short-range network links, each holding references to a (limited) set of neighbour nodes: so, the topology of the network.
as determined by the neighbourhood relations, may be highly dynamic;

- TuCSoN (Tule Centers Spread Over Networks) [21] is a coordination medium based on Linda-like tuple spaces; it is focused on the the communication and coordination of distributed/concurrent independent agents. In TuCSoN, the Agent Coordination Context (ACC) works as a model for the agent environment, by describing the environment where an agent can interact. It also enables and rules the interactions between agents and the environment, by defining the space of admissible agent interactions. ACC has first to be negotiated by each agent with the MAS infrastructure, and then the agent specifies which roles to activate: if the agent request is compatible with the current organisation rules, a new ACC is created, configured according to the characteristics of the specified roles, and is released to the agent for active playing inside the organisation.

C. The Gap

In our work we have studied the chance of integration between methodologies and infrastructures, evaluating whether and how the concepts considered by the methodologies can match with the concepts dealt with in the infrastructures. To this purpose, we exploited meta-models of both methodologies and infrastructures; in fact, the meta-model described the entities that represent the considered concepts of methodologies/infrastructures without looking at the different phases where they are involved, and allows to evaluate whether a matching exists and of which extent.

What emerges from our study is that there is not continuity between the methodologies and the infrastructures, presenting a gap between analysis and design on the one hand and development and implementation on the other hand. This gap concerns in particular the entities that represent the involved concepts. In fact, only few entities can be found in both methodologies and infrastructures with the same meaning, while others are present only in methodologies or infrastructures.

As an meaningful example better detailed in [8], consider the development of an application that simulates an auction. From a first analysis, the developer can design three roles, bidder, auctioneer and seller that can be implemented using an agent infrastructure. From a subsequent analysis, the design of a broker role emerges as needed in order to manage the real transactions from bidders and sellers. If there is a separation between the methodology and the infrastructure, i.e., there is not a connection between the “role” entity of the methodology and one or more entities of the infrastructure, the addition of a role could require the re-implementation of the methodology. Instead, if a connection is present, the modifications flow from the analysis/design to the implementation in a smooth way.

The lack of connections could be natural, since methodologies and infrastructures are likely to start from different needs; but it could lead to some problems; first, resulting in a fragmented development, but, more important, making maintenance very difficult: if a methodology entity has not a corresponding infrastructure entity, its change requires to find out how it was implemented.

As mentioned in the introduction, the reasons of such a gap are likely to derive from the different origins of methodologies and infrastructures: from the one hand, the traditional software engineering approaches follow a top-down direction; on the other hand, concrete requirements have called for implementation-oriented solutions providing platforms and frameworks to build applications. This gap could also reflect the twofold origin of the agent paradigm: artificial intelligence from the one hand, and distributed systems from the other hand.

Of course, there could be no need for exploiting infrastructure(s) not connected to a chosen methodology: there are different methodologies that have a natively compliant infrastructure. But we remark that the development of complex systems is likely to require the exploitation of different infrastructures, not always connected with the chosen methodology.

So, our aim is bridging agent methodologies and agent infrastructures in order to achieve a continuous support in the development of systems.

Previously, we have performed some work on specific issues.

As a first attempt, we try to map the methodologies’ entities with the infrastructures’ ones. To this purpose, first of all we have evaluated the entities common to the different infrastructures. This is useful to understand which the “core” entities are, which will deserve a support by the methodologies. This work is similar to build a common ontology that will semantically maps terms across methodologies and infrastructure, but the result will not cover all the necessary entities. So, we did not rely only on the names of the entities, but we spent an effort to map also entities with different names but the same meaning.

For instance, we have considered the PASSI methodology and the RoleX infrastructures, and we have produced a mapping based on their meta-models [8]. Molesini et al. have performed a similar attempt [18], considering one methodology (SODA) and three infrastructures (CArtAgO, TuCSoN and TOTA). As another example from our work, we have focused on the role entity, and we have evaluated how it is dealt with in methodologies and in infrastructures, in order to map the different approaches [23].

From these experiences, we have learned two main lessons. The former is that the exploitation of meta-models is very useful to understand the involved entities and their relationships; the latter is that a more global approach is needed.
general solutions to help developer, especially those who have to integrate software agents in an existing application, but also those addressing new systems.

We also discarded the idea of creating a “new brand methodology” and a “new brand infrastructure” that can be used together, because they will be “yet another methodology” and “yet another infrastructure” to add in the context of the existing ones.

A. An Intermediate Layer

The first solution is proposed taking into account existing or legacy components or applications that must be integrated.

This approach consists of defining an intermediate layer, which provides entities that are connected to the methodologies on the one hand and to the infrastructures on the other hand (see Fig. 1).

From a particular point of view, this layer can be seen as an ontology, but we prefer to consider it more practically as a “common entities” layer, since it provides all the fundamental entities of the infrastructures chosen for the mapping; we have started from the most important ones, but then we are going to integrate all the others as well.

The entities that emerge from our study not only as common, but also as part of the foundation of the infrastructures, are:

- Agent
- Role
- Action
- Event

This new layer will permit to choose the preferred methodology and start to build the applications; then, when the infrastructure has to be chosen, the layer can be used to map the entities of the chosen methodology and the chosen infrastructures.

During this phase of translation, an interaction with the developer can be useful because not all the entities can be easily mapped, and sometimes, due to the chosen methodologies or infrastructures, the specifications of an entity by the developer can help the mapping. For example, MARS does not have the “event” concept, but has an “access event”, so the developer can be asked if the event is an access event or another one.

Of course this approach has some limitations, mainly because it is difficult to consider all the existing methodologies and infrastructures in a complete way; but it can be exploited for not forcing developers to choose a particular tool: it permits developers to be free in their choice, and to integrate existing applications.

B. SPEM

An interesting idea to fill the gap is to use the most important features of methodologies and infrastructures to map them together; but it is very difficult because of their different languages and their different phases. If we have the same language for all the methodologies (and infrastructures) it can be possible to make a mapping and even to “select” useful parts of the considered methodologies.

This study can be possible using SPEM (Software Process Engineering Metamodel. In Fig. 2 we briefly present the 1.1 SPEM notation, which has been used for our studies; for further information see also [15] and [19].

![Fig. 1. An intermediate layer](image1)

![Fig. 2. The SPEM notation (v. 1.1)](image2)
used by the OMG specifications, in the context of “FIPA Methodology Technical Committee” project [19], to translate some well known methodologies, like Adelfe, Gaia, Tropos, Passi, etc. in a common language; and the work is still going on with other methodologies. This approach can be used also for infrastructures if there is a clear meta-model to be used for the translation, even if today it is used only for methodologies.

SPERM specification is structured as a UML profile, and provides a complete MOF (Meta Object Facility)-based meta-model. Each fragment that is created is composed of (not necessary all of them) [15]:

1) A portion of process defined with a SPEM diagram;
2) One or more deliverables (artifacts like AUML/UML diagrams, text documents, and so on);
3) Some preconditions which said that it is not possible to start the process specified in the fragment without the required input data or without verifying the required guard condition;
4) A list of concepts (related to the MAS meta-model) to be defined (designed) or refined during the specified process fragment;
5) Guideline that illustrates how to apply the fragment and best practices related to that;
6) A glossary of terms used in the fragment;
7) Composition guidelines—A description of the context/problem that is behind the methodology from which the specific fragment is extracted;
8) Aspects of fragment: textual description of specific issues;
9) Dependency relationships useful to assemble fragments.

The main idea of SPEM is that a software development process is a collaboration between abstract active entities (process roles) that perform operations (activities) on concrete entities (work products).

SPEM can be used to translate all the different methodologies and infrastructures, to help developers to choose which to use for their applications.

Today, the most used version of SPEM is 1.1, but the 2.0 version is just be implemented, and there is also a tool that can validate the created fragments and their integration.

C. A Composed Methodology

The last solution starts from the SPEM one and is the more radical, but it could be the most effective in the long term.

Given that the difficulties of the translation of all the methodologies and infrastructures is a very long work, a possible approach is to create a “composed methodology” that can be useful for developers, starting from SPEM fragments. This direction has been proposed also by the FIPA Methodology Technical Committee [14]. They have provided a repository of fragments to choose to compose an ad hoc methodology, adding the possibility to create new fragments.

To this purpose, we have selected some important fragments from the existing ones. In our study we have focused on (i) the common processes and entities of the methodologies and (ii) the entities that enable a connection with the main entities of the infrastructures. The composed methodology relies on different important fragments of ADELFE, PASSI, Gaia, Premetheus.

We have defined three phases: Requirement (Fig. 3), Analysis (Fig. 4) and Design (Fig. 5), while the Implementation phase is on going work.

Some of these different fragments are well integrated, even if they come from different methodologies, while other fragments have been changed inside to match input and output of the different phases. This work has some difficulties because, as just said, entities with the same name but coming from different methodologies can not be used in the same way (e.g. the concept of “agent” in ADELFE is adaptive, in PASSI is FIPA-like and in Prometheus is a BDI one). The implementation and validation of this composed methodology is still going on, trying to adjust the different fragments.

There are some advantages in exploiting fragments of existing methodologies. First, it is not “yet another methodology”, because it takes concrete parts of the other methodologies, not only ideas and concepts; then, the exploited fragments have been tested by developer for different years and in different scenarios; further, there is already related documentation, case studies, tools and practice; finally, some developers can find some parts of the methodology they are used to.

Even if this third solution is more radical, it does not completely discard the existing background, on the contrary it tries to reuse (parts of) existing solutions and experiences.

IV. CONCLUSIONS

In this paper we have addressed the gap existing between methodologies and infrastructures when developing agent systems.

To fill this gap, we have proposed three possible directions. The first relies on an intermediate layer, which provides some common entities that are mapped to both methodologies’ and infrastructures’ ones. The second exploits SPEM, to
describe both methodologies and infrastructures by a common language, in order to make the mapping easier. Finally, the third approach proposes a new methodology, which is not “yet another methodology”, instead it is a “composed methodology” of fragments extracted from existing methodologies. The proposed solutions range from the most conservative one (useful when existing components are to be integrated with a reduced effort) to the most innovative one (more useful in the development of new systems), even if we have spent an effort to not discard the existing knowledge in the field.

The approaches sketched in this paper deserve still a lot of future work.

With regard to the intermediate layer, we must integrate also other entities beside the ones mentioned in Section III-A, and we must propose and test the possible mappings.

SPERM has recently been updated to version 2.0, promising different improvements that must be evaluated, considering also all the legacy work on this meta-language.

Also the definition of a composed methodology can benefit from the new version of SPERM, in particular form the capability of checking the correctness and the completeness of fragment composition.

Finally, whichever the chosen direction, it must be appropriately tested, possibly with formal tools, but certainly with concrete case studies.
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