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Abstract—Attribute-Relationship Diagrams (ARD) aim at capturing relations, especially dependency relation, between the specified attributes. This paper describes work-in-progress research concerning process and rules integration, which takes advantage of the ARD method and allows for generating executable models. The paper examines the possibility of generating the rule-oriented BPMN model and enriching process models with rules from the ARD diagram.
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I. INTRODUCTION

Business Process (BP) models constitute a graphical representation of processes in an organization. Such a process is composed of related tasks that produce a specific service or product for a particular customer [1]. When it comes to practical modeling, Business Process Model and Notation (BPMN) [2], [3] constitutes a standard for this purpose.

The current version of the BPMN notation allows for modeling many aspects of business; nonetheless, it is not suitable for modeling some aspects of the enterprise, especially decision rules or constraints [4]. Recently, the Business Rules (BR) approach has been proposed as a new way of capturing the functional requirements and modeling system logic in a designer-friendly fashion. Moreover, the BR approach is a solution originated from Rule-Based Systems, that are a mature and well established technology. As processes and rules are related to each other, BR are often, but not limited to, used for the specification of task logic in process models.

BR can be acquired based on some data using machine learning techniques [5] or generated from natural language specification [6]; however, they often have to be modeled manually based on the knowledge collected from the domain experts, as usually their knowledge is not written down anywhere. Similarly, processes are designed manually as well. However, the simplified process models can be generated using process mining tools [7] or acquired from natural language description using NLP techniques [8]. Other method of acquiring BPMN models is to transform the existing process models in other languages to the BPMN notation. From a researcher’s point of view, this can be a challenge in the case that languages are of different paradigm or presents a different aspect of the system, e.g. UML use-case diagrams [9].

In this paper, we present work-in-progress research which is a part of our research concerning process and rules integration [10], [11], [12]. We examine the possibility of generation of the rule-oriented BPMN model as well as the possibility of enriching BP processes with rules from the ARD diagram.

As the ARD method allows a domain expert for gradual identification of the properties of a system being designed, we argue that having the system properties identified and described in terms of attributes, it is possible to generate executable BPMN model with the corresponding BR tasks as well as enrich the BP model with such BR tasks. Such an approach would allow for generating business processes and rule schemas for logic task specification at the same time. The generated rule prototypes comply with the XTT rule representation [13], [14], [15], [16] from the Semantic Knowledge Engineering approach [17].

The paper is organized as follows. In Section II we present the motivation for our research. Section III provides a short overview of the related approaches. Section IV presents the details of the ARD method. In Section V, we give an overview of the proposed method for process model generation and enriching the BP model with BR tasks based on a design example. The hybrid execution environment is presented in Section VI. Section VII summarizes the paper.

II. MOTIVATION

The complexity of software has been constantly increasing for the last decades. To deal with this growth, new design methods and advanced modeling solutions are required [18]. For this purpose, modern applications use business processes and business rules as business logic specification [19].

According to the BPMN 2.0 specification [2], the notation is not suitable for modeling such concepts as rules. Therefore, this reveals the challenges in modeling and executing processes with rules. It is so because processes and rules are developed or modeled separately and are not well matched.

Our research aims at developing the integrated method for modeling BP with BR to provide a consistent method for modeling business systems. Such a method will allow for modeling processes with rules in a straightforward way, and then for executing such a developed model.

The main contribution of this paper is a presentation of the possibility of generation of the rule-oriented BPMN model, which can be used for enriching the BP models with BR tasks.
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III. RELATED WORK

Several approaches can be considered as related to the method presented in this paper. As our method proposes automatic generation of a BPMN model, the approach can be compared with such approaches as: process mining [7], generating processes from text in natural language (based on NLP methods) [8], or finally transforming process from other notations to BPMN, especially from the notations that are not process-oriented, e.g. the UML use case diagrams [20].

The process mining methods [7] allow for very flexible process models generation, and in some cases this technique does not require any human activity. However, the result of the method is a very general process that is not suitable for direct execution. In order to be an executable BPMN model, it has to be significantly enhanced and refactored. In the case of our method, it is not as much flexible as process mining technique, but it produces a BPMN model which is executable and provides support for Business Rule tasks.

Generating processes from text description provided in natural language [8] can have practical results and allows for generating a high quality BPMN model. High quality models can also be obtained through translation from other representations, such as the UML use case diagrams [21], [22]. Unfortunately, a method based on the natural language description has to be supported by an advanced NLP system, thus practical applications of this method is very complex. Translation from other representations, in turn, requires process models designed using such representations, which often do not exist. In our approach, a process model is generated based on the carefully prepared ARD diagram. Although this requires the ARD diagram, it is very simple model and in some cases it can be obtained from text description using some mining technique to acquire attributes. This requires additional research yet. However, there has been trials of mining such attributes from text in natural language [23].

There are also other approaches, such as generating business process models from Bill Of Materials (BOM) [24], Product Based Workflow Design (PBWD) [25], [26], based on Product Data Model (PDM), or Decision Dependency Design (D3) [27], [28]. These are more similar to the method proposed in this paper. However, in the case of our approach, apart from the fact that it generates an executable BPMN model, it supports the rule prototypes generation for Business Rule tasks, what makes the BPMN model data consistent with the rule engine requirements for data. Therefore, we claim that our approach is partially rule-based [29].

It is important to mention that the presented approach can be used either for generating a new rule-oriented BPMN model or for enriching the existing process model with rules based on the corresponding ARD diagram.

Although the work presented in this paper is work-in-progress research, the method overview presented in the paper reveals significant differences from the techniques mentioned above, especially in the case of method simplicity and support for rules in process models.

IV. ATTRIBUTE RELATIONSHIP DIAGRAMS

Attribute Relationship Diagram (ARD) [30] constitute a method which allows a user (especially a domain expert) for gradual identification of the system properties during design.

The goal of this method is to capture functional dependencies between attributes. The attributes are expressed in terms of Attributive Logic [31], [17], [32] and denote particular system properties identified by the domain expert. The identified dependencies form a directed graph in which properties are represented as nodes and dependencies are represented as transitions. In the following definitions, we present more formal description of ARD.

A typical atomic formula (or fact) takes the following form

\[ a(p) = d \]

where \( a \) is an attribute, \( p \) is a property and \( d \) is the current value of \( a \) for \( p \). More complex descriptions take usually the form of conjunctions of such atoms and are omnipresent in the AI literature [33].

An attribute \( a_i \in A \) is a function (or partial function) of the form:

\[ a_i : P \rightarrow \mathbb{I}_i \]

where

- \( P \) is a set of property symbols,
- \( A \) is a set of attribute names,
- \( \mathbb{I}_i \) is a set of attribute values (the domains).

An example of an attribute can be the \( \text{carAge} \), which denotes the age of a car, and the attribute value is within the domain \( \mathbb{I}_{\text{carAge}} = [0, \infty] \).

A generalized attribute \( a_j \in A \) is a function (or partial function) of the form:

\[ a_j : P \rightarrow 2^\mathbb{I}_j \]

where \( 2^\mathbb{I}_j \) is the family of all the subsets of \( \mathbb{I}_j \).

An example of a generalized attribute can be the \( \text{ownedInsurances} \), which is a set of the customer insurances, and the attribute value is a subset of the domain \( \mathbb{I}_{\text{ownedInsurances}} \), which consists of the possible insurances that a particular customer can posses.

In the case of abstraction level, the ARD attributes and generalized attributes can be described either as conceptual or physical ones.

A conceptual attribute \( c \in C \) is an attribute describing some general, abstract aspect of the system. Conceptual attribute names are capitalized, e.g.: \( \text{BaseRate} \). During the design process, conceptual attributes are being \textit{finalized} into, possibly multiple, physical attributes.

A physical attribute \( a \in A \) is an attribute describing a specific well-defined, atomic aspect of the system. Names of physical attributes are not capitalized, e.g.: \( \text{payment} \). A physical attribute origins from one or more (indirectly) conceptual attributes and can not be further \textit{finalized}.

A simple property \( p_s \in P \) is a property described by a single attribute.
A complex property $p_c \in P$ is a property described by multiple attributes.

A dependency $d \in D$ is an ordered pair of properties $(f, t)$, where $f \in P$ is the independent property and $t \in P$ is the dependent property that depends on $f$. For simplicity $d = (f, t) \in D$ will be presented as: $dep(f, t)$.

An ARD diagram $R$ is a pair $(P, D)$, where $P$ is a set of properties, and $D$ is a set of dependencies, and between two properties only a single dependency is allowed.

To illustrate the ARD concepts, an exemplary ARD diagram with properties and the dependency between them is presented in Figure 1. The diagram should be interpreted in the following way: payment depends somehow on carCapacity and baseCharge.

![Figure 1. An example of the ARD diagram](image)

The core aspects of the ARD method are diagram transformations, which regard properties and serve as a tool for diagram specification and development. Transformations are required to specify additional dependencies or introduce new attributes for the system. For the transformation of the diagram $R_1$ into the diagram $R_2$, the $R_2$ is more specific than the $R_1$.

**Finalization** final is a function of the form:

$$\text{final} : p_1 \rightarrow p_2$$

that transforms a simple property $p_1 \in P$ described by a conceptual attribute into a property $p_2 \in P$, where the attribute describing $p_1$ is substituted by one or more conceptual or physical attributes describing $p_2$, which are more detailed than the attribute describing a property $p_1$.

In Figure 2, an exemplary finalization transformation is presented. It shows that the simple property BaseRate (described by a single conceptual attribute) is finalized into a new complex property described by two physical attributes carCapacity and baseCharge.

![Figure 2. An example of the ARD finalization transformation](image)

**Split** split is a function of the form:

$$\text{split} : p_c \rightarrow \{p^1, p^2, \ldots, p^n\}$$

where a complex property $p_c$ is replaced by $n$ properties, each of them described by one or more attributes originally describing $p_c$. Since $p_c$ may depend on some other properties $p^1 \ldots p^n$, dependencies between these properties and $p^1 \ldots p^n$ have to be stated.

To illustrate this transformation, Figure 3 shows the complex property described by two physical attributes (carCapacity and baseCharge), which is split into two simple properties described by these attributes.

![Figure 3. An example of the ARD split transformation](image)

Upon splitting and finalization, the ARD model is more and more specific (see Figure 4). The consecutive levels of ARD forms a hierarchy of progressively detailed diagrams, which constitutes Transformation Process History (TPH) [34]. The implementation of this hierarchical model is provided through storing the lowest available, most detailed diagram level at any time, and additional information needed to recreate all of the higher levels. Such model captures information about changes made to properties at consecutive diagram levels.

**A. Polish Liability Insurance Case Study**

Let us now present an illustrative example of the Polish Liability Insurance (PLLI) case study. The example was developed as a benchmark case for the Semantic Knowledge Engineering (SKE) approach for rule-based systems [17]. Based on this simple case study, we will then present how ARD can be used for BPMN model generation.

In the PLLI case study, the price for the liability insurance for protecting against third party claims is to be calculated.

The price is calculated based on various reasons, which can be obtained from the domain expert. The main factors in calculating the liability insurance premium are data about the vehicle, such as the car engine capacity, the car age, etc. Additionally, the impact on the insurance price have such data as the driver’s age, the period of holding the license, the number of accidents in the last year, etc. Moreover, in the calculation, the insurance premium can be increased or decreased because of number of payment installments, other insurances, continuity of insurance or the number of cars insured. All these pieces of data can be specified using the ARD method and presented using the ARD diagram (see Figure 5). As specification of ARD is an iterative process, the corresponding TPH diagram, presenting split and finalization transformations, can be easily depicted, as shown in Figure 6.
B. Advantages of ARD

There are several advantages of using the ARD method to specify the system. Firstly, this method describes the system in an attribute-oriented way, and thus it is easy to comprehend and generates a simple model.

ARD can be used even if there are not many pieces of information available. It is so because this method does not require anything apart from the specification of dependencies between attributes. It is important to mention that we do not specify the detail semantics of the dependency relationship; thus it is only claimed that one property depends on another property. Although this limitation of ARD can be seen as a drawback, the main focus of this method is on simplicity.

The ARD method can also be extended, e.g. there can be used some mining technique to acquire attributes and dependencies among them. However, this requires additional research tasks yet. There has been trials of mining such attributes from text in natural language [23].

Applying ARD as a design process allows a domain expert to identify attributes of the modeled system and refine them gradually, as well as generates rule prototypes based on the identified attributes. Thanks to storing the history of transformations, it is possible to refactor such a system [35].

In the following section, we give a short overview of the proposed method of process model generation and enriching the BP model with BR tasks based on a design example.
V. RULE-ORIENTED BPMN MODEL GENERATION

In the proposed rule-oriented approach for BPMN model generation, we consider:

1) **Generating the whole BPMN model based on ARD.**
   - **Input:** Attribute-Relationship Diagram (ARD), and additionally Transformation Process History (TPH).
   - **Output:** A rule-oriented BPMN process model.
   - **Goal:** The goal of this approach is to automatically build a rule-oriented BPMN process model on the basis of the ARD diagram (optionally supported by the TPH diagram). The algorithm will generate both User Tasks with form attributes for entering particular pieces of information and Business Rule Tasks with prototypes of decision tables.

   **Sketch of the algorithm:**
   1. Generate BR tasks from ARD based on the modified version of the algorithm for generating the XTT2 representation from ARD (detailed description of this part is presented below).
   2. Generate proper User tasks which acquire necessary information from the user.
   3. Generate proper User/Mail tasks to communicate process results to the user.
   4. Complete the diagram using control flow with additional flow objects, such as start and end events, and gateways.

2) **Enriching the existing BPMN model with BR tasks based on ARD** (either developed parallely to BP model or generated based on the process description).
   - **Input:** BPMN process model, Attribute-Relationship Diagram (ARD) corresponding to the BPMN model, and additionally Transformation Process History (TPH).
   - **Output:** A rule-oriented BPMN process model.
   - **Goal:** The goal of this approach is to automatically enrich a BPMN process model with rule tasks on the basis of the ARD diagram (optionally supported by the TPH diagram). The algorithm will support refactoring of the process model to rule-oriented way by proposing new BR tasks for the process model.
In the aforementioned cases, the most important aspect is to generate Business Rule tasks with rule prototypes for a process model. This can be done using the modified version of the algorithm for generating the XTT2 representation from ARD (described in [36], [34]). The result of application of this algorithm is presented in Figure 7. A draft of the algorithm for generating Business Rule tasks with rule prototypes for a process model is as follows:

1) Prepare data:
   a) Choose a dependency \( d \in D : \text{dep}(f, t), f \neq t \), where \( D \) is a set of dependencies in the ARD diagram.
   b) Select all independent properties (other than \( f \)) that \( t \) depends on. Let \( F_t = \{ f_i : \text{dep}(f_i, t), f_i \neq f \} \). Remove the considered dependencies from the set: \( D := D \setminus \{ d_{f,t} \} \).
   c) Select all dependent properties (other than \( t \)) that depend only on \( f \). Let \( T_f = \{ t_j : \text{dep}(f, t_j), t_j \neq t, \exists f_x : (\text{dep}(f_x, t_j), f_x \neq f) \} \). Remove the considered dependencies from the set: \( D := D \setminus \{ d_{f,t} \} \).

2) Create BR tasks based on \( F_t \) and \( T_f \):
   a) if \( F_t = \emptyset, T_f = \emptyset \), create a BR task determining the value of the \( t \) attribute and associate the task with the following decision table schema: \( f \mid t \).
   b) if \( F_t \neq \emptyset, T_f = \emptyset \), create a BR task determining the value of the \( t \) attribute and associate it with the following decision table schema: \( f, f_1, f_2, ... \mid t \).
   c) if \( F_t = \emptyset, T_f \neq \emptyset \), create a BR task determining the value of the \( T_f \cup \{ t \} \) attributes and associate it with the decision table schema: \( f \mid t, t_1, t_2, ... \).
   d) if \( F_t \neq \emptyset, T_f \neq \emptyset \), create two BR tasks determining the value of the \( T_f \) and \( t \) attributes and associate them with the following decision table schemas respectively: \( f, f_1, f_2, ... \mid t \) and \( f \mid t_1, t_2, ... \).

3) Go to step 1 if there are any dependencies left (\( D \neq \emptyset \)).

The result of application of the BR task generation for the Polish Liability Insurance case is presented in Figure 7. Next, User tasks which acquire necessary information from the user and User/Mail tasks to communicate process results to the user have to be generated (see Figures 8 and 9).

Finally, the model have to be completed using control flow with additional flow objects, such as start and end events, and gateways. The resulting diagram can be observed in the Activiti-based environment presented in Figure 10.
VI. HYBRID EXECUTION ENVIRONMENT

As a BPMN model generated from ARD constitutes an executable specification of a process, it can be executed in the process runtime environment. However, for complete execution of the model, i.e., execution of the Business Rule logic, a process engine, such as jBPM [37] or Activiti [38], has to delegate rule execution to the business rule engine. As decision table schemas are generated automatically, the created decision tables have to be complemented with rules. Decision table can be filled in with rules using a dedicated editor [13] or a dedicated plugin for the process modeler [11]. Then, our prototype hybrid execution environment [12], [39], can serve as a specific execution example for this approach.

VII. CONCLUDING REMARKS

The aim of this paper is to examine the possibility of generating the rule-oriented BPMN model and enriching process models with rules based on the ARD diagram. We give an overview of the method for process model generation and present a first draft of the algorithm for automatic generation of rule-oriented BPMN process models from Attribute Relationship Diagram. In the algorithm, BR tasks with corresponding decision table schemas are generated and the resulting model can be executed in the hybrid execution environment.

The presented approach can be used either to generate the whole BPMN model based on the existing ARD diagram or to enrich the existing BPMN model with BR tasks based on ARD developed parallelly to BP model or generated based on the process description. As the generated rule schemas are complementary to the process model, the solution addresses the two mentioned challenges: separation between processes and rules in the modeling phase and the problem of the execution of such separated data, which usually requires some additional integration or configuration in the execution environment.

As this paper presents a work-in-progress research, our future work will consist in refining and formalizing the presented approach. Then, we plan to extend the approach with new patterns and some optimization elements. We consider also enriching the ARD diagram with selected relations from the similar methods [24], [25], [27], [28], [26] and integrate the method with automatic verification features [40], [41].
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