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Abstract—The widespread diffusion of smart and mobile devices continuously connected to the Internet has facilitated the users’ contact and interaction with other people, devices, and with their physical surroundings. Proxemic interaction, derived from proxemics theory, focuses on how Human-Computer Interaction (HCI) works with smart devices, using the five proxemic dimensions: Distance, Identity, Location, Movement, and Orientation (DILMO). The current tools for developing proxemic applications require fixed devices that make it difficult to build proxemic mobile apps. In this work, we propose a framework to manage all components in a proxemic environment (i.e., interaction objects and DILMO dimensions) by mobile phones and wearable sensors; the implementation of two proxemic mobile applications; (ii) an API integrated into the framework, that allows developers to simplify the process of proxemic information sensing (i.e., measure of DILMO dimensions) by mobile phones and wearable sensors; and (iii) the proof-of-concept to demonstrate and evaluate the effectiveness and suitability of our framework, through the development of two proxemic mobile applications, as proof-of-concept.

Index Terms—Proxemic interaction, proxemic zone, mobile devices, wearable technologies

I. INTRODUCTION

The use of mobile technologies in our daily life is increasing in a way without precedent. People can interact with different contexts through electronic devices (e.g., personal mobile phones, tablets, wearable technologies, and smart-watches) to accomplish their daily tasks. Many of these tasks require a specific Human-Computer Interaction (HCI). Researchers are therefore seeking to develop new useful and enjoyable interfaces. Proxemic interaction arises as a novel concept to improve HCI [1], [2]. Proxemic interaction describes how people use interpersonal distances to interact with digital devices [3]–[5], using the five physical proxemic dimensions: Distance, Identity, Location, Movement, and Orientation (DILMO).

Proxemic interaction is derived from the social Proxemics theory proposed in 1966 by the anthropologist Edward T. Hall [6]. Hall describes how individuals perceive their personal space relative to the distance between themselves and others. According to Hall’s proxemics theory, interaction zones have been classified into four zones: (i) intimate zone, comprised between 0 and 50 cm of distance; (ii) personal zone, defined by a distance of 0.5 cm to 1 m; (iii) social zone, when the distance is between 1 m and 4 m; and (iv) public zone, if distance is more than 4 m. He underlines the role of proxemic relationships as a method of communication based on the distance between people.

In this context, solutions such as Toolkit [7] and ProximiThings [8] have been proposed to support the development of proxemic interactions. However, existing solutions present limitations for implementing proxemic interaction in mobile technologies, because they require special hardware devices connected to the system (e.g., a Kinect Depth sensor, which must be installed on a PC for sensing proxemic information).

This work aims to propose a concrete solution, a framework, for developing proxemic environments comprised by entities, whose interactions are defined according to DILMO dimensions in mobile applications. Our proposed framework represents a threefold contribution: (i) it offers functionalities to define and manage all components in a proxemic environment: the interaction objects, the DILMO dimensions that govern the HCI, and the proxemic mobile applications; (ii) an API integrated into the framework, that allows developers to simplify the process of proxemic information sensing (i.e., measure of DILMO dimensions) by mobile phones and wearable sensors; and (iii) the proof-of-concept to demonstrate and evaluate the effectiveness and suitability of our framework by describing the implementation of two proxemic mobile applications; these two mobile apps are based on HCI defined as a function of different DILMO combinations that specify different context-based infrastructures for proxemic environments based on mobile devices.

II. RELATED WORK

Proxemic concepts are based on physical, social, and cultural factors that influence and regulate interpersonal interac-
In order to know how the factors should be applied to proxemic interactions for ubiquitous computing applications, Greenberg [4] identified five dimensions: Distance, Identity, Location, Movement, and Orientation (we call them DILMO as an abbreviation), which are associated with people, digital devices, and non digital things.

Proxemic interaction is a remarkable interaction technique that allows the user to control the digital devices in a flexible way [3], [7], [9]. Some previous works have proposed tools to support the development of proxemic applications considering proxemic interactions.

The work presented in [8], illustrates how the proxemic dimensions can support interaction among entities (people and objects), with a proposed context-aware framework. This framework provides capabilities that help developers build a front-end application. However, the framework requires a cloud computing architecture and an active connection to the server for processing proxemic information. In [7], a framework, called Proximity Toolkit, used to discover novel proxemic-aware interaction techniques is proposed. The framework is a guide on how to apply proxemic interaction design for domestic ubiquitous computing environments. This framework allows the rapid building of proxemic-aware systems for domestic ubiquitous computing environments. This framework is a guide on how to apply proxemic interaction design for domestic ubiquitous computing environments. This framework allows the rapid building of proxemic-aware systems for domestic ubiquitous computing environments. This framework is a guide on how to apply proxemic interaction design for domestic ubiquitous computing environments.

The work presented in [8], illustrates how the proxemic dimensions can support interaction among entities (people and objects), with a proposed context-aware framework. This framework provides capabilities that help developers build a front-end application. However, the framework requires a cloud computing architecture and an active connection to the server for processing proxemic information. In [7], a framework, called Proximity Toolkit, used to discover novel proxemic-aware interaction techniques is proposed. The framework is a guide on how to apply proxemic interaction design for domestic ubiquitous computing environments. This framework allows the rapid building of proxemic-aware systems for domestic ubiquitous computing environments.

These studies demonstrate the current interest for researchers to develop tools that support the design and implementation of proxemic applications. However, proxemic interaction on mobile devices has not been implemented in full. In the next section, we describe the framework for developing proxemic mobile apps.

III. FRAMEWORK TO DEVELOP PROXEMIC MOBILE APPS

We propose a framework for supporting the design and development of proxemic mobile apps to control and manage a proxemic environment (denoted as $P_E$), based on mobile technology and smart wearable technology. In order to $P_E$, we propose a methodological process comprised by three single steps:

1) Define the distances that delimit the proxemic zones (denoted as $P_Z$), according to which entities will interact: intimate zone (denoted as $P_{Z_{intimate}}$), personal zone (denoted as $P_{Z_{personal}}$), social zone (denoted as $P_{Z_{social}}$), and public zone (denoted as $P_{Z_{public}}$).

2) Define the appropriate DILMO combination to define the HCI for the target mobile app to be developed.

3) Implement the mobile app, considering the technology supported by the entities in the $P_Z$.

To support this development process, the framework is composed by mainly three components aligned with each step (see Figure 1): (i) Proxemic Zones module; (ii) DILMO module; and (iii) an API that supports the instantiation of the two previous mentioned components.

1) The **Proxemic Zones module** allows the definition of the four proxemic zones (i.e., $P_{Z_{intimate}}$, $P_{Z_{personal}}$, $P_{Z_{social}}$, and $P_{Z_{public}}$), according to user needs. The interaction between two entities changes in accordance of the $P_Z$ in which they are located. DILMO measurements are considered, based on the $P_Z$ of the entities.

2) The **DILMO module** allows defining different scenarios of HCI on a $P_E$, based on different combinations of DILMO dimensions. This module provides a nomenclature to describe each combination of such proxemic dimensions (see Figure 2). For each DILMO combination, it is important to identify or create the interaction objects (i.e., entities) that will interact in the defined $P_E$. In proxemic environments, an entity (denoted as $E$) is an interaction object that can be detected by another $E$; if these interaction objects have a unique identification or specific role, they are designated as identities (denoted as $I$). Figure 2 is a guide that allows the developer to know which methods must be implemented on the API or which object must be created from the API according to DILMO for processing proxemic information. For example, a DIL proxemic environment means that Distance ($D$) and Location ($L$) are considered for Identities ($I$). Combination of proxemic dimensions are also valid, although the entities have not unique identification; e.g., a person, a device beacon, instead of the smartphone’s owner, my device beacon. Hence, proxemic environments denoted in rows 10 to 20 in Figure 2, can become as DL, DM, Do, LM, Lo, MO, DLM, DLO, DMO, LMO, and DILMO, respectively, when all interaction objects are not identifiable entities.

3) The **API** facilitates developers processing proxemic information and values. The API provides classes and methods to define the $P_Z$, as well as to manage the different combinations of DILMO dimensions. For example, for a DIL, proxemic environment, methods to identify entities ($I$) and to process $D$ and $L$ are available in DILMO class. Thus, the API behaves as a bridge between the Proxemic Zones and DILMO modules.

In the current version of our framework, the API considers the extraction of DILMO values from smartphones or mobile
devices based on the Android operating system by using motion sensors and cameras that the majority of smart devices have in their hardware configuration [10]. For example, through the BLE mechanisms [11], it is possible to know the distance (D) between two mobile devices. Another way to estimate the distance between two entities is to use computer vision. In the next section, we describe the proof-of-concept.

IV. PROOF-OF-CONCEPT OF OUR FRAMEWORK

Our goal is to create proxemic environments based on mobile devices or wearable technology and demonstrate that our framework allows developers to build proxemic mobile applications effectively. For this purpose, we show the implementation of two mobile applications, called IntelliPlayer and Tonic, based on proxemic interactions. These apps were implemented using Android Studio version 3.3.

Both apps have been developed by undergraduate students, as part of their final project in computer science. The developing team was integrated by four students whose average age was 21 years-old. Two training sessions of two hours each were organised for the students. The training process allows students to understand the development process for building proxemic mobile applications with our framework. They learned: (i) how to define each \( P_Z \); (ii) how to select each proxemic dimension for recreating a \( P_E \); and (iii) how to use methods and classes in the API. The development time of both applications was 64 hours by two developers over a period of 4 weeks. IntelliPlayer took 44 hours of work, while Tonic was finished in 20 hours, in the same four weeks.

IntelliPlayer is a mobile application that plays a video in a smartphone and reacts according to four proxemic zones and DILO proxemic dimensions. In the first step of the methodological approach the four \( P_Z \) were created: \( P_{Z_{intime}} \) (0 mts to 0.25 mts), \( P_{Z_{personal}} \) (0.26 mts to 0.45 mts), \( P_{Z_{social}} \) (0.46 mts to 1 mts), and \( P_{Z_{public}} \) (1.1 mts to 2 mts). Then, in the second step, the HCI was designed according to \( D, I, L, \) and \( O \), thus a DILO \( P_E \) was defined. Figure 5 shows the proxemic zones that have been defined by developers through the API, as shown in Figure 3.

With this application, we illustrate a proxemic environment using a mobile player app that reacts to the distance (D) and location (L) of a person (\( E_1 \)) and its face orientation (O), with respect to the smartphone (I). A video. The computer vision technique has been used for this purpose, based on the properties of an Android camera and through the API methods setFaceHeight(float faceHeight) and getDistance(). Figure 4 shows a block code of this case.

![Fig. 3. Example of ProxZone Class Constructor invocation.](image)

![Fig. 4. Block code of IntelliPlayer.](image)

With the distance (D) between the user (\( E_1 \)) and the smartphone (I), IntelliPlayer determines the proxemic zone (\( P_Z \)) of \( E_1 \) (a user), with respect to the smartphone (I). To do so, it invokes the method getProxemicZoneByDistance().

IntelliPlayer automatically adjusts the volume of the video according to the \( P_Z \) in which \( E_1 \) (the user) is with respect to the smartphone (I): when \( E_1 \) is in \( P_{Z_{intime}} \), it decreases to 25% volume of speaker; for \( P_{Z_{personal}} \), it increases to 50% volume; for \( P_{Z_{social}} \), it increases to 75% volume; and for \( P_{Z_{public}} \), it increases to 100% volume (see Figure 5).

![Fig. 5. IntelliPlayer proxemic zones.](image)
proxemic zones: notes, developed for illustrative purposes. In the first step of the methodological approach, the students have defined four proxemic zones: $P_{Z_{\text{intime}}}$ (0 mts to 0.5 mts), $P_{Z_{\text{personal}}}$ (0.5 mts to 1 mts), $P_{Z_{\text{social}}}$ (1.1 mts to 2 mts), and $P_{Z_{\text{public}}}$ (2.1 mts to 4 mts). In the second step, a DIMO combination was stated for the proxemic environment, $P_{E}$.

**Tonic** is an educational mobile app for learning musical notes, developed for illustrative purposes. In the first step of the methodological approach, the students have defined four proxemic zones: $P_{Z_{\text{intime}}}$ (0 mts to 0.5 mts), $P_{Z_{\text{personal}}}$ (0.5 mts to 1 mts), $P_{Z_{\text{social}}}$ (1.1 mts to 2 mts), and $P_{Z_{\text{public}}}$ (2.1 mts to 4 mts). In the second step, a DIMO combination was stated for the proxemic environment, $P_{E}$.

**Tonic** allows a user to play a note and modify it from his smartphone on another smart mobile. The user’s smartphone is identified ($I_1$) by the mobile device which plays the sound ($I_2$). Thus, $I_2$ plays and modifies a sound, by using proxemic interactions based on the $P_{Z_{\text{intime}}}$, and on $D, I, M$, and $O$ dimensions (i.e., a DIMO proxemic environment). In Tonic, the distance ($D$) between the two devices is obtained by using BLE technology. $I_1$ broadcasts its identifier to nearby portable electronic devices, thus it is caught by $I_2$. The volume of the sound is adjusted according to the $P_{Z_{\text{intime}}}$ in which $I_2$ is, with respect to $I_1$ (see Figure 6). The musical notes are changed according to the movement ($M$) and orientation ($O$) of $I_2$, with respect to $I_1$. According to $M$ a tone is increased/decreased, while according to $O$ a semi-tone is increased/decreased. $M$ and $O$ are calculated based on the capabilities of the smartphone, such as accelerometer, gyroscope, compass, and magnetometer. These sensors provide proxemic information that is mainly used in the API. Movement $M$ was determined by using methods $\text{setAzimuthWithRange}$(float MAX, float MIN, float value) and $\text{isAzimuthInRange}()$: while $O$ was managed by methods based on the smartphone’s technical capacities. To manage $P_{Z}$ and $D$, the methods used from the API, in the third step of the approach: $\text{getProxemicDIL}$(String $I$), $\text{setProxemicDIL}$(String $I$, double $D$, float $L$), and $\text{setBluetoothDistance}$(double $rssi$, double $txPower$).

The development of these applications show how the framework provides a development process that allowed students to rapidly build proxemic apps and creating proxemic environments based on the exclusive use of mobile devices. These apps offer a portable implementation that facilitates using the proxemic interaction in comparison to previous works that have used fixed platforms for similar purposes.

## V. Conclusion

Proxemic interaction provides different options for HCI and mobile interaction while offering several advantages and better experiences for users. Through this work, we have explored the use of proxemic interaction based on the combination of proxemic dimensions – i.e., Distance, Identity, Location, Movement, and Orientation (DILMO) – to offer a new context-oriented interaction for mobile applications. We have presented a methodological process to guide developers on creating realistic proxemic environments supported by an API and a framework, in which the end-users only need to use mobile or wearable devices. The API and Apps are available for free downloading.
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